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**LESSON PLAN**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Course Code** | **Course Title**  **(Laboratory Integrated Theory Course)** | **L** | **T** | **P** | **C** |
| **CB23231** | **DATA STRUCTURES AND ALGORITHMS** | **2** | **1** | **4** | **5** |

|  |  |  |
| --- | --- | --- |
| **LIST OF EXPERIMENTS** | | |
| **Sl. No** | **Name of the experiment** | **No of Hours** |
| 1. | Implementations of Stack and Queue | **6** |
| 2. | Applications of Stack and Queue (Tower of Hanoi, Infix, Postfix and Prefix Conversion, Expression Evaluation) | **6** |
| 3. | Implementations of Singly, Doubly and Circular List | **6** |
| 4. | Polynomial Manipulations | **6** |
| 5. | Implementations Binary Search Tree and AVL Tree (All Operations) | **6** |
| 6. | Implementation of BFS and DFS | **6** |
| 7. | Linear and Binary Search Operations | **6** |
| 8. | Implementation of Bubble Sort, Quick and Merge Sort | **6** |
| 9. | Implementation of Hashing Techniques | **6** |
| 10. | Mini Projects Snakes Game Sudoku  Travel Planner  Cash Flow Minimiser  Text Editor Cut, Copy, Paste | **6** |

**INDEX**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **S. No.** | **Name of the Experiment** | **Expt. Date** | **Page No** | **Faculty Sign** |
|  | | | | |
| **Week 1** |  | | | |
| 1.a | Vote Casting |  | 2-3 |  |
| 1.b | Prime Number Determination of Quadrant |  | 4-5 |  |
| 1.c | Temperature State Check |  | 6-7 |  |
| 1.d | Transpose of a Matrix |  | 8-11 |  |
|  | | | | |
| **Week 2** |  | | | |
| 2.a | The Largest Two Numbers In A Given Array using Loop |  | 12-15 |  |
| 2.b | Structure :Details Of The Student |  | 16-19 |  |
| 2.c | Structure :Details Of The Student with dynamic  memory allocation for storing |  | 20-24 |  |
|  | | | | |
| **Week 3** |  | | | |
| 3.a | Create a union named 'Data' that can hold an integer, float, and character. |  | 20-26 |  |
| 3.b | Union For Representing Different Shapes (circle, square, rectangle) |  | 27-32 |  |
|  | | | | |
| **Week 4** | **Implementations of Stack and Queue** | | | |
| 4.a | Implement a stack - push, pop, and peek operations |  | 33-36 |  |
| 4.b | Implement a queue using an array |  | 37-40 |  |
|  | | | | |
| **Week 5** | **Applications of Stack and Queue** | | | |
| 5.a | Postfix/ Prefix Expression Using A Stack. |  | 41-44 |  |
| 5.b | Tower of Hanoi |  | 45-48 |  |
| 5.c | The Evaluation Of Infix Expressions Using A Stack |  | 49-52 |  |
|  | | | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **S. No.** | **Name of the Experiment** | **Expt. Date** | **Page No** | **Faculty Sign** |
|  |  | | | |
| **Week 6** | **Implementations of Singly, Doubly and Circular List** | | | |
| 6.a | Implementation of operations on Singly Linked List. |  | 53-57 |  |
| 6.b | Doubly Linked List |  | 58-63 |  |
| 6.c | Circular Linked List |  | 64-68 |  |
|  | | | | |
| **Week 7** | **Polynomial Manipulations** | | | |
| 7 | 1. Polynomial Addition 2. Polynomial Subtraction 3. Polynomial Multiplication |  | 69-74 |  |
|  | | | | |
| **Week 8** | **Implementations Binary Search Tree and AVL Tree (All Operations)** | | | |
| 8.a | Tree Traversal |  | 75-78 |  |
| 8.b | Implementation of Binary Search tree |  | 79-83 |  |
| 8.c | Implementation of AVL Tree |  | 84-88 |  |
|  | | | | |
| **Week 9** | **Implementation of BFS and DFS** | | | |
| 9.a | Graph Representation |  | 89-92 |  |
| 9.b | BFS Implementation |  | 93-95 |  |
| 9.c | DFS Implementation |  | 96-99 |  |
|  | | | | |
| **Week 10** | **Linear and Binary Search Operations** | | | |
| 10.a | Implement a function for linear search |  | 100-104 |  |
| 10.b | Implement a function for binary search |  | 105-109 |  |
|  | | | | |
| **Week 11** | **Implementation of Bubble Sort, Quick and Merge Sort** | | | |
| 11 | To implement the same using following sorting techniques.   1. Quick Sort 2. Merge Sort 3. Bubble Sort |  | 110-114 |  |
| **Week 12** | **Implementation of Hashing Techniques** | | | |
| 12 | Hash table and perform collision resolution using the following techniques.   1. Open addressing 2. Closed Addressing 3. Rehashing |  | 115-120 |  |
|  | | | | |
| **Week 13** | **Mini Projects** | | | |
| 13 | * Snakes Game * Sudoku * Travel Planner * Cash Flow Minimiser Text Editor Cut, Copy, Paste |  | 121- |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **S. No.** | **Name of the Experiment** | **Expt. Date** | **Page No** | **Faculty Sign** |
|  | | | | |
| **Week 14** |  | | | |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  | | | | |
| **Week 15** |  | | | |
|  |  |  |  |  |
|  |  |  |  |  |
|  | | | | |
| **Week 16** |  | | | |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  | | | | |
| **Week 17** |  | | | |
|  |  |  |  |  |
|  |  |  |  |  |

# Note: Students have to write the Algorithms at left side of each problem statements.

**Decision Making**

Department of Computer Science and Business Systems, Rajalakshmi Engineering College

1

**Ex. No.: 1. a Date:**

### Vote Casting

**Write a C program to read the age of a candidate and determine whether he is eligible to cast his/her own vote.**

**Sample Input**

Test Data: 21

**Sample Output**

Congratulation! You are eligible for casting your vote

**Aim:**

To write a C program that reads the age of a candidate and determines whether he or she is eligible to cast a vote

**Algorithm:**

2

1. Start.

2. Declare an integer variable to store the age.

3. Prompt the user to enter the candidate's age.

4. Read the input value and store it in the variable.

5. Check if the age is greater than or equal to 18.

• If true, print "Congratulations! You are eligible for casting your vote."

• If false, print "You are not eligible for casting your vote."

6. End

Department of Computer Science and Business Systems, Rajalakshmi Engineering College
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#include <stdio.h>

int main() {

// Variable to store the age of the candidate

int age;

// Prompt the user to enter the candidate's age

printf("Enter your age: ");

// Read the input age from the user

scanf("%d", &age);

// Check if the candidate is eligible to vote

if (age >= 18) {

// Candidate is eligible to vote

printf("Congratulations! You are eligible for casting your vote.\n");

} else {

// Candidate is not eligible to vote

printf("You are not eligible for casting your vote.\n");

}

return 0;

}

**Result:**

Based on the input, the program will check if the age is 18 or more. If so, it will print a congratulatory message indicating that the user is eligible to vote. Otherwise, it will inform the user that they are not eligible to vote.
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**Ex. No.: 1. b Date:**

### Prime Number Determination of Quadrant

**Write a C program to accept a coordinate point in an XY coordinate system and determine in which quadrant the coordinate point lies.**

**Sample Input:**

**7 9**

**Sample Output:**

**The coordinate point (7,9) lies in the First quadrant. Aim:**

To write a C program that accepts a coordinate point in an XY coordinate system and determines in which quadrant the point lies.

**Algorithm:**

1. Start.

2. Declare two integer variables to store the coordinates (x and y).

3. Prompt the user to enter the x and y coordinates.

4. Read the input values and store them in the variables.

5. Determine the quadrant based on the values of x and y:

• If x > 0 and y > 0, the point lies in the First quadrant.

• If x < 0 and y > 0, the point lies in the Second quadrant.

• If x < 0 and y < 0, the point lies in the Third quadrant.

• If x > 0 and y < 0, the point lies in the Fourth quadrant.

• If x == 0 and y == 0, the point is at the origin.

• If x == 0 and y != 0, the point lies on the Y-axis.

• If y == 0 and x != 0, the point lies on the X-axis.

6. Print the result.

7. End.
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### Program:

#include <stdio.h>

int main() {

// Variables to store the coordinates

int x, y;

// Prompt the user to enter the coordinates

printf("Enter the coordinates (x y): ");

// Read the input coordinates from the user

scanf("%d %d", &x, &y);

// Determine the quadrant or axis in which the point lies

if (x > 0 && y > 0) {

printf("The coordinate point (%d,%d) lies in the First quadrant.\n", x, y);

} else if (x < 0 && y > 0) {

printf("The coordinate point (%d,%d) lies in the Second quadrant.\n", x, y);

} else if (x < 0 && y < 0) {

printf("The coordinate point (%d,%d) lies in the Third quadrant.\n", x, y);

} else if (x > 0 && y < 0) {

printf("The coordinate point (%d,%d) lies in the Fourth quadrant.\n", x, y);

} else if (x == 0 && y == 0) {

printf("The coordinate point (%d,%d) is at the Origin.\n", x, y);

} else if (x == 0) {

printf("The coordinate point (%d,%d) lies on the Y-axis.\n", x, y);

} else if (y == 0) {

printf("The coordinate point (%d,%d) lies on the X-axis.\n", x, y);

}

return 0;

}

**Result:**

Based on the input, the program will determine the quadrant in which the point lies and print the appropriate message.
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**Ex. No.: 1. c Date:**

**Temperature State Check**

**Write a C program to read temperature in centigrade and display a suitable message according to the temperature state below:**

**Temp < 0 then Freezing weather Temp 0-10 then Very Cold weather Temp 10-20 then Cold weather Temp 20-30 then Normal in Temp Temp 30-40 then Its Hot**

**Temp >=40 then Its Very Hot .**

**Sample Input: 42**

**Sample Output: Its very hot.**

**Aim:**

To write a C program that reads temperature in centigrade and displays a suitable message according to the temperature state

**Algorithm:**
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1. Start.

2. Declare a float variable to store the temperature.

3. Prompt the user to enter the temperature in centigrade.

4. Read the input value and store it in the variable.

5. Determine the temperature state based on the value:

• If temperature < 0, print "Freezing weather."

• If 0 <= temperature < 10, print "Very Cold weather."

• If 10 <= temperature < 20, print "Cold weather."

• If 20 <= temperature < 30, print "Normal in Temp."

• If 30 <= temperature < 40, print "Its Hot."

• If temperature >= 40, print "Its Very Hot."

6. End.
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### Program:

#include <stdio.h>

int main() {

// Variable to store the temperature in centigrade

float temperature;

// Prompt the user to enter the temperature

printf("Enter the temperature in centigrade: ");

// Read the input temperature from the user

scanf("%f", &temperature);

// Determine and display the temperature state

if (temperature < 0) {

printf("Freezing weather.\n");

} else if (temperature < 10) {

printf("Very Cold weather.\n");

} else if (temperature < 20) {

printf("Cold weather.\n");

} else if (temperature < 30) {

printf("Normal in Temp.\n");

} else if (temperature < 40) {

printf("Its Hot.\n");

} else {

printf("Its Very Hot.\n");

}

return 0;

}

**Result:**
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Based on the input, the program will display a suitable message indicating the temperature state.
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![](data:image/png;base64,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)

**Ex. No.: 1. d Date:**

**Transpose of a Matrix**

**The** transpose of a matrix **is found by interchanging its rows into columns or columns into rows. The transpose of the matrix is denoted by using the letter “**T**” in the superscript of the given matrix.**

**For** example**, if “A” is the given matrix, then the transpose of the matrix is represented by** A’ **or** AT**.**

**Sample Input:**

**Sample Output:**

**Enter the order of the matrix 3 3**

**Enter the coefficients of the matrix 1 2 3**

**4 5 6**

**7 8 9**

**The given matrix is 1 2 3**

**4 5 6**

**7 8 9**

**Transpose of matrix is**

**1 4 7**

**2 5 8**

**3 6 9**

**Aim:**

To write a C program that reads a matrix from the user, computes its transpose, and prints both the original matrix and its transpose.

**Algorithm:**

1. Start.

2. Declare variables for the order of the matrix (rows and columns).

3. Prompt the user to enter the order of the matrix.

4. Read the order of the matrix.

5. Declare a 2D array to store the matrix elements.

6. Prompt the user to enter the elements of the matrix.

7. Read the elements of the matrix and store them in the 2D array.

8. Compute the transpose of the matrix by interchanging rows and columns.

9. Print the original matrix.

10. Print the transpose of the matrix.

11. End.
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### Program:

#include <stdio.h>

int main() {

int rows, cols;

// Prompt the user to enter the order of the matrix

printf("Enter the order of the matrix (rows and columns): ");

scanf("%d %d", &rows, &cols);

// Declare a 2D array to store the matrix

int matrix[rows][cols];

int transpose[cols][rows];

// Prompt the user to enter the elements of the matrix

printf("Enter the coefficients of the matrix:\n");

for (int i = 0; i < rows; ++i) {

for (int j = 0; j < cols; ++j) {

scanf("%d", &matrix[i][j]);

}

}

// Compute the transpose of the matrix

for (int i = 0; i < rows; ++i) {

for (int j = 0; j < cols; ++j) {

transpose[j][i] = matrix[i][j];

}

}

// Print the original matrix

printf("The given matrix is:\n");

for (int i = 0; i < rows; ++i) {

for (int j = 0; j < cols; ++j) {

printf("%d ", matrix[i][j]);

}

printf("\n");

}

// Print the transpose of the matrix

printf("Transpose of the matrix is:\n");

for (int i = 0; i < cols; ++i) {

for (int j = 0; j < rows; ++j) {

printf("%d ", transpose[i][j]);

}

printf("\n");

}

return 0;

}

9
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**Output :**

Enter the order of the matrix (rows and columns): 3 3

Enter the coefficients of the matrix:

1 2 3

4 5 6

7 8 9

The given matrix is:

1 2 3

4 5 6

7 8 9

Transpose of the matrix is:

1 4 7

2 5 8

3 6 9
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**Result:**

This program reads the dimensions and elements of a matrix from the user, calculates the transpose of the matrix, and then prints both the original matrix and the transposed matrix.

Department of Computer Science and Business Systems, Rajalakshmi Engineering College

11

12

|  |  |
| --- | --- |
| **Ex. No.: 2 a** | **Date:** |
| **To Calculate The Largest Two Numbers In A Given Array using Loop.** | |
| **Problem Statement:**  To calculate the largest two numbers in a given Array.  **Problem Description**  We have to write a program in C such that the program will read the elements of a one- dimensional array, then compares the elements and finds which the largest two elements are in a given array.  **Sample Input1 :**  If we are entering 5 elements (N = 5), with array element values as 2,4,5,8 and 7 then,  **Sample Input2 :**  If we are entering 6 elements (N = 6), with array element values as 2,1,1,2,1 and 2 then,  **Sample Output 1:**  The FIRST LARGEST = 8 THE SECOND LARGEST = 7  **Sample Output 1:**  The FIRST LARGEST = 2 THE SECOND LARGEST = 1  **Aim:**  To write a C program that reads the elements of a one-dimensional array and finds the largest two elements in the given array.  **Algorithm:**  1. Start.  2. Declare an integer variable N for the number of elements in the array.  3. Declare an integer array to store the elements.  4. Prompt the user to enter the number of elements (N).  5. Read the number of elements.  6. Prompt the user to enter the elements of the array.  7. Read the elements of the array and store them in the array.  8. Initialize two variables firstLargest and secondLargest to store the two largest elements.  9. Traverse the array to find the largest and the second largest elements:  • If an element is greater than firstLargest, update secondLargest to firstLargest and firstLargest to the current element.  • Else if the element is greater than secondLargest and not equal to firstLargest, update secondLargest to the current element.  10. Print the largest and the second largest elements.  11. End. | |
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**Program:**

#include <stdio.h>

int main() {

int N;

// Prompt the user to enter the number of elements

printf("Enter the number of elements in the array: ");

scanf("%d", &N);

// Declare an array to store the elements

int arr[N];

// Prompt the user to enter the elements of the array

printf("Enter the elements of the array:\n");

for (int i = 0; i < N; ++i) {

scanf("%d", &arr[i]);

}

// Initialize the first and second largest elements

int firstLargest, secondLargest;

if (N >= 2) {

firstLargest = secondLargest = arr[0];

for (int i = 1; i < N; ++i) {

if (arr[i] > firstLargest) {

secondLargest = firstLargest;

firstLargest = arr[i];

} else if (arr[i] > secondLargest && arr[i] != firstLargest) {

secondLargest = arr[i];

}

}

// If all elements are the same, there won't be a second largest distinct element

if (firstLargest == secondLargest) {

printf("All elements are the same or there is no distinct second largest element.\n");

} else {

printf("The FIRST LARGEST = %d\n", firstLargest);

printf("The SECOND LARGEST = %d\n", secondLargest);

}

} else {

printf("The array should have at least two elements.\n");

}

return 0;

}
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**Output 1**

Enter the number of elements in the array: 5

Enter the elements of the array:

2 4 5 8 7

The FIRST LARGEST = 8

The SECOND LARGEST = 7
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**Output 2**

Enter the number of elements in the array: 6

Enter the elements of the array:

2 1 1 2 1 2

The FIRST LARGEST = 2

The SECOND LARGEST = 1

### Result:

This program handles finding the two largest elements in the array, including checking for the edge case where all elements are the same or there is no distinct second largest element.
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|  |  |
| --- | --- |
| **Ex. No.:2.b** | **Date:** |
| **Structure :Details Of The Student** | |
| **Write a program that defines a structure representing a student with fields for name, roll number, and marks in three subjects. Implement functions to:**  **Read details of 'n' students.**  **Calculate and display the total marks and average marks of each student. Find and display the details of the student with the highest total marks.**  **Sample Input :**  Enter the number of students: 3 Enter details for student 1: Name: vv  Roll Number: 21  Marks in three subjects: 54 55 76  **Sample Output:**  Student Details:  Student 1:  Name: vv  Roll Number: 21  Total Marks: 185  Average Marks: 61.67  Student with highest total marks: Name: ss  Roll Number: 23  Total Marks: 221  Average Marks: 73.67  **Aim:**  To write a C program that defines a structure representing a student with fields for name, roll number, and marks in three subjects, and implements functions to:  1. Read details of 'n' students.  2. Calculate and display the total marks and average marks of each student.  3. Find and display the details of the student with the highest total marks.  **Algorithm:**  1. Define a structure Student with fields for name, roll number, marks in three subjects, total marks, and average marks.  2. Implement a function readStudentDetails to read the details of a student.  3. Implement a function calculateTotalAndAverageMarks to calculate the total and average marks of a student.  4. Implement a function displayStudentDetails to display the details of a student.  5. Implement a function findStudentWithHighestMarks to find and return the student with the highest total marks.  6. In the main function:  • Prompt the user to enter the number of students.  • Read and store the details of each student.  • Calculate the total and average marks for each student.  • Display the details of each student.  • Find and display the details of the student with the highest total marks. | |
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**Program:**

17

#include <stdio.h>

#include <string.h>

// Define a structure to represent a student

struct Student {

char name[100];

int rollNumber;

int marks[3];

int totalMarks;

float averageMarks;

};

// Function prototypes

void readStudentDetails(struct Student\* student);

void calculateTotalAndAverageMarks(struct Student\* student);

void displayStudentDetails(const struct Student\* student);

struct Student findStudentWithHighestMarks(struct Student students[], int n);

int main() {

int n;

// Prompt the user to enter the number of students

printf("Enter the number of students: ");

scanf("%d", &n);

// Declare an array to store the students

struct Student students[n];

// Read details for each student

for (int i = 0; i < n; ++i) {

printf("Enter details for student %d:\n", i + 1);

readStudentDetails(&students[i]);

calculateTotalAndAverageMarks(&students[i]);

}

// Display details of each student

printf("\nStudent Details:\n");

for (int i = 0; i < n; ++i) {

printf("Student %d:\n", i + 1);

displayStudentDetails(&students[i]);

printf("\n");

}
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### Program:

// Find and display the student with the highest total marks

struct Student topStudent = findStudentWithHighestMarks(students, n);

printf("Student with highest total marks:\n");

displayStudentDetails(&topStudent);

return 0;

}

// Function to read details of a student

void readStudentDetails(struct Student\* student) {

printf("Name: ");

scanf("%s", student->name);

printf("Roll Number: ");

scanf("%d", &student->rollNumber);

printf("Marks in three subjects: ");

for (int i = 0; i < 3; ++i) {

scanf("%d", &student->marks[i]);

}

}

// Function to calculate total and average marks of a student

void calculateTotalAndAverageMarks(struct Student\* student) {

student->totalMarks = 0;

for (int i = 0; i < 3; ++i) {

student->totalMarks += student->marks[i];

}

student->averageMarks = student->totalMarks / 3.0;

}

// Function to display details of a student

void displayStudentDetails(const struct Student\* student) {

printf("Name: %s\n", student->name);

printf("Roll Number: %d\n", student->rollNumber);

printf("Total Marks: %d\n", student->totalMarks);

printf("Average Marks: %.2f\n", student->averageMarks);

}

// Function to find the student with the highest total marks

struct Student findStudentWithHighestMarks(struct Student students[], int n) {

struct Student topStudent = students[0];

for (int i = 1; i < n; ++i) {

if (students[i].totalMarks > topStudent.totalMarks) {

topStudent = students[i];
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}

}

return topStudent;

}

**Output**

Enter the number of students: 3

Enter details for student 1:

Name: vv

Roll Number: 21

Marks in three subjects: 54 55 76

Enter details for student 2:

Name: ss

Roll Number: 23

Marks in three subjects: 70 75 76

Enter details for student 3:

Name: rr

Roll Number: 22

Marks in three subjects: 60 65 64

Student Details:

Student 1:

Name: vv

Roll Number: 21

Total Marks: 185

Average Marks: 61.67

Student 2:

Name: ss

Roll Number: 23

Total Marks: 221

Average Marks: 73.67

Student 3:

Name: rr

Roll Number: 22

Total Marks: 189

Average Marks: 63.00

Student with highest total marks:

Name: ss

Roll Number: 23

Total Marks: 221

Average Marks: 73.67

**RESULT:**

This program successfully reads the details of multiple students, calculates and displays their total and average marks, and identifies the student with the highest total mark
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|  |  |  |
| --- | --- | --- |
| CB23231 - DATA STRUCTURES AND ALGORITHMS  **Ex. No.:2.C** | | |
|  | **Structure :Details Of The Student with dynamic memory allocation for storing** |  |
| **Write a program that defines a structure representing a student with fields for name, roll number, and marks in three subjects. Implement functions to:**  **Read details of 'n' students.**  **Calculate and display the total marks and average marks of each student. Find and display the details of the student with the highest total marks**  **Extend the above program to include dynamic memory allocation for storing details of students.**  **Sample Input :**  Enter the number of students: 3 Enter details for student 1: Name: vv  Roll Number: 23  Marks in three subjects: 67 78 89 Enter details for student 2: Name: ii  Roll Number: 11  Marks in three subjects: 99 89 78 Enter details for student 3: Name: ss  Roll Number: 18  Marks in three subjects: 23 34 56  **Sample Output :**  Student Details:  Student 1:  Name: vv  Roll Number: 23  Total Marks: 234  Average Marks: 78.00  Student 2:  Name: ii  Roll Number: 11  Total Marks: 266  Average Marks: 88.67  Student 3:  Name: ss  Roll Number: 18  Total Marks: 113  Average Marks: 37.67  Student with highest total marks: Name: ii  Roll Number: 11  Total Marks: 266  Average Marks: 88.67  Department of Computer Science and Business Systems, Rajalakshmi Engineering College  Department of Computer Science and Business Systems, Rajalakshmi Engineering College |
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**Aim:**

To write a C program that defines a structure representing a student with fields for name, roll number, and marks in three subjects, and implements functions to:

1. Read details of 'n' students using dynamic memory allocation.

2. Calculate and display the total marks and average marks of each student.

3. Find and display the details of the student with the highest total marks.

**Algorithm:**

1. Define a structure Student with fields for name, roll number, marks in three subjects, total marks, and average marks.

2. Implement a function readStudentDetails to read the details of a student.

3. Implement a function calculateTotalAndAverageMarks to calculate the total and average marks of a student.

4. Implement a function displayStudentDetails to display the details of a student.

5. Implement a function findStudentWithHighestMarks to find and return the student with the highest total marks.

6. In the main function:

• Prompt the user to enter the number of students.

• Dynamically allocate memory to store the details of each student.

• Read and store the details of each student.

• Calculate the total and average marks for each student.

• Display the details of each student.

• Find and display the details of the student with the highest total marks.

• Free the dynamically allocated memory.

**Program**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

// Define a structure to represent a student

struct Student {

char name[100];

int rollNumber;

int marks[3];

int totalMarks;

float averageMarks;

};

// Function prototypes

void readStudentDetails(struct Student\* student);

void calculateTotalAndAverageMarks(struct Student\* student);

void displayStudentDetails(const struct Student\* student);

struct Student findStudentWithHighestMarks(struct Student students[], int n);

int main() {

int n;

printf("Enter the number of students: "); // user to enter the number of students

scanf("%d", &n);
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// Dynamically allocate memory to store the students

struct Student\* students = (struct Student\*)malloc(n \* sizeof(struct Student));

if (students == NULL) {

printf("Memory allocation failed\n");

return 1;

}

// Read details for each student

for (int i = 0; i < n; ++i) {

printf("Enter details for student %d:\n", i + 1);

readStudentDetails(&students[i]);

calculateTotalAndAverageMarks(&students[i]);

}

// Display details of each student

printf("\nStudent Details:\n");

for (int i = 0; i < n; ++i) {

printf("Student %d:\n", i + 1);

displayStudentDetails(&students[i]);

printf("\n");

}

// Find and display the student with the highest total marks

struct Student topStudent = findStudentWithHighestMarks(students, n);

printf("Student with highest total marks:\n");

displayStudentDetails(&topStudent);

// Free the dynamically allocated memory

free(students);

return 0;

}

// Function to read details of a student

void readStudentDetails(struct Student\* student) {

printf("Name: ");

scanf("%s", student->name);

printf("Roll Number: ");

scanf("%d", &student->rollNumber);

printf("Marks in three subjects: ");

for (int i = 0; i < 3; ++i) {

scanf("%d", &student->marks[i]);

}

}
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// Function to calculate total and average marks of a student

void calculateTotalAndAverageMarks(struct Student\* student) {

student->totalMarks = 0;

for (int i = 0; i < 3; ++i) {

student->totalMarks += student->marks[i];

}

student->averageMarks = student->totalMarks / 3.0;

}

// Function to display details of a student

void displayStudentDetails(const struct Student\* student) {

printf("Name: %s\n", student->name);

printf("Roll Number: %d\n", student->rollNumber);

printf("Total Marks: %d\n", student->totalMarks);

printf("Average Marks: %.2f\n", student->averageMarks);

}

// Function to find the student with the highest total marks

struct Student findStudentWithHighestMarks(struct Student students[], int n) {

struct Student topStudent = students[0];

for (int i = 1; i < n; ++i) {

if (students[i].totalMarks > topStudent.totalMarks) {

topStudent = students[i];

}

}

return topStudent;

}
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**Output:**

Student Details:

Student 1:

Name: vv

Roll Number: 23

Total Marks: 234

Average Marks: 78.00

Student 2:

Name: ii

Roll Number: 11

Total Marks: 266

Average Marks: 88.67

Student 3:

Name: ss

Roll Number: 18

Total Marks: 113

Average Marks: 37.67

Student with highest total marks:

Name: ii

Roll Number: 11

Total Marks: 266

Average Marks: 88.67

### Result:

This program dynamically allocates memory to store student details, reads and processes the information, and identifies the student with the highest total marks. After processing, it frees the allocated memory to prevent memory leaks.
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|  |  |
| --- | --- |
| **Ex. No.: 3.a** | **Date:** |
| **Union** | |
| **Create a union named 'Data' that can hold an integer, float, and character. Write a program to demonstrate the use of this union by accepting input values for each type and displaying them.**  **Sample Input :**  Enter an integer value: 16 Enter a float value: 12.84 Enter a character value: AV **Sample Input :**  Values stored in the union: Integer value: 12.84  Float value: 12.84 Character value: A  **Aim:**  To demonstrate the use of a union in C, let's create a union named Data that can hold an integer, a float, and a character. The program will accept input values for each type, store them in the union, and display them.  **Algorithm:**  1. Start.  2. Define a union named Data with members for an integer, a float, and a character.  3. Declare a variable data of type Data.  4. Accept an integer input from the user and store it in data.integer.  5. Accept a float input from the user and store it in data.floating.  6. Accept a character input from the user and store it in data.character.  7. Display the values stored in the union:  • Print the integer value stored in data.integer.  • Print the float value stored in data.floating.  • Print the character value stored in data.character.  8. End. | |
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**Program:**

#include <stdio.h>

// Define a union named 'Data' that can hold an integer, float, and character

union Data {

int integer;

float floating;

char character;

};

int main() {

union Data data;

// Accept input for an integer value

printf("Enter an integer value: ");

scanf("%d", &data.integer);

// Accept input for a float value

printf("Enter a float value: ");

scanf("%f", &data.floating);

// Accept input for a character value

printf("Enter a character value: ");

scanf(" %c", &data.character);

// Display the values stored in the union

printf("\nValues stored in the union:\n");

printf("Integer value: %d\n", data.integer);

printf("Float value: %f\n", data.floating);

printf("Character value: %c\n", data.character);

return 0;

}

**Result:**

This program demonstrates the use of a union by accepting input values for an integer, a float, and a character, storing them in the union, and displaying them. Since a union can only hold one value at a time, storing a new value will overwrite the previous value
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|  |  |
| --- | --- |
| **Ex. No.:3.b** | **Date:** |
| **Union For Representing Different Shapes (circle, square, rectangle)** | |
| **Develop a program that defines a union for representing different shapes (circle, square, rectangle) with appropriate fields for each. Implement functions to:**  **Calculate and display the area of each shape. Determine and print the largest area among the shapes.**  **Input Format**  Enter the number of shapes: 3 Enter type of shape (0 for circle, 1  for square, 2 for rectangle) for shape 1: 0  Enter radius of circle: 33  Enter type of shape (0 for circle, 1 for square, 2 for rectangle) for shape 2: 2  Enter length and width of rectangle: 45 67  Enter type of shape (0 for circle, 1 for square, 2 for rectangle) for shape 3: 1  Enter side length of square: 23  **Output Format**  Areas of shapes:  Area of circle 1: 3421.19  Area of square 2: 2025.00  Area of rectangle 3: 0.00  Largest area among the shapes: 3421.19  **Aim:**  To develop a program that defines a union for representing different shapes (circle, square, rectangle) and implements functions to calculate and display the area of each shape, as well as determine and print the largest area among the shapes:  **Algorithm:**  **1.** Start  2. Define a union named Shape with appropriate fields for representing different shapes:  • For a circle, include a field for radius.  • For a square, include a field for side length.  • For a rectangle, include fields for length and width.  3. Define a structure named Circle with a field for the radius.  4. Define a structure named Square with a field for the side length.  5. Define a structure named Rectangle with fields for the length and width.  6. Define a function calculateArea that takes a union Shape as input and returns the calculated area based on the type of shape (circle, square, or rectangle).  7. Define a function displayAreas that takes an array of unions shapes and its size as input, calculates and displays the area of each shape.  8. Define a function findLargestArea that takes an array of unions shapes and its size as input, determines the largest area among the shapes, and returns it.  9. In the main function: a. the user to enter the number of shapes. b. Dynamically allocate memory to store the shapes. c. Read details for each shape: - For a circle, prompt the user to enter the radius. - For a square, prompt the user to enter the side length. - For a rectangle, prompt the user to enter the length and width. d. Calculate and display the area of each shape using the displayAreas function. e. Determine and print the largest area among the shapes using the findLargestArea function. f. Free dynamically allocated memory.  10. End. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

// Define constants for shape types

#define CIRCLE 0

#define SQUARE 1

#define RECTANGLE 2

// Define a structure for a circle

struct Circle {

double radius;

};

// Define a structure for a square

struct Square {

double sideLength;

};

// Define a structure for a rectangle

struct Rectangle {

double length;

double width;

};

// Define a union for representing different shapes

union Shape {

struct Circle circle;

struct Square square;

struct Rectangle rectangle;

};

// Function to calculate the area of a circle

double calculateCircleArea(struct Circle c) {

return M\_PI \* c.radius \* c.radius;

}

// Function to calculate the area of a square

double calculateSquareArea(struct Square s) {

return s.sideLength \* s.sideLength;

}

// Function to calculate the area of a rectangle

double calculateRectangleArea(struct Rectangle r) {

return r.length \* r.width;

}
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### Program

// Function to calculate and display the area of each shape

void displayAreas(union Shape shapes[], int numShapes) {

printf("Areas of shapes:\n");

for (int i = 0; i < numShapes; i++) {

double area;

switch (shapes[i].circle.radius) {

case CIRCLE:

area = calculateCircleArea(shapes[i].circle);

printf("Area of circle %d: %.2f\n", i + 1, area);

break;

case SQUARE:

area = calculateSquareArea(shapes[i].square);

printf("Area of square %d: %.2f\n", i + 1, area);

break;

case RECTANGLE:

area = calculateRectangleArea(shapes[i].rectangle);

printf("Area of rectangle %d: %.2f\n", i + 1, area);

break;

}

}

}

// Function to find the largest area among the shapes

double findLargestArea(union Shape shapes[], int numShapes) {

double largestArea = 0.0;

for (int i = 0; i < numShapes; i++) {

double area;

switch (shapes[i].circle.radius) {

case CIRCLE:

area = calculateCircleArea(shapes[i].circle);

break;

case SQUARE:

area = calculateSquareArea(shapes[i].square);

break;

case RECTANGLE:

area = calculateRectangleArea(shapes[i].rectangle);

break;

}

if (area > largestArea) {

largestArea = area;

}

}

return largestArea;

}
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int main() {

int numShapes;

// the user to enter the number of shapes

printf("Enter the number of shapes: ");

scanf("%d", &numShapes);

// Dynamically allocate memory to store the shapes

union Shape\* shapes = (union Shape\*)malloc(numShapes \* sizeof(union Shape));

if (shapes == NULL) {

printf("Memory allocation failed\n");

return 1;

}

// Read details for each shape

for (int i = 0; i < numShapes; i++) {

int shapeType;

printf("Enter type of shape (0 for circle, 1 for square, 2 for rectangle) for shape %d: ", i + 1);

scanf("%d", &shapeType);

switch (shapeType) {

case CIRCLE:

printf("Enter radius of circle: ");

scanf("%lf", &shapes[i].circle.radius);

break;

case SQUARE:

printf("Enter side length of square: ");

scanf("%lf", &shapes[i].square.sideLength);

break;

case RECTANGLE:

printf("Enter length and width of rectangle: ");

scanf("%lf %lf", &shapes[i].rectangle.length, &shapes[i].rectangle.width);

break;

default:

printf("Invalid shape type\n");

free(shapes);

return 1;

}

}

// Display the area of each shape

displayAreas(shapes, numShapes);

// Find and print the largest area among the shapes

double largestArea = findLargestArea(shapes, numShapes);

printf("\nLargest area among the shapes: %.2f\n", largestArea);

// Free dynamically allocated memory

free(shapes);

return 0;

}
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**Input**

Enter the number of shapes: 3

Enter type of shape (0 for circle, 1 for square, 2 for rectangle) for shape 1: 0

Enter radius of circle: 33

Enter type of shape (0 for circle, 1 for square, 2 for rectangle) for shape 2: 2

Enter length and width of rectangle: 45 67

Enter type of shape (0 for circle, 1 for square, 2 for rectangle) for shape 3: 1

Enter side length of square: 23
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Areas of shapes:

Area of circle 1: 3421.19

Area of rectangle 2: 3015.00

Area of square 3: 529.00

Largest area among the shapes: 3421.19

**Result:**

32

Above program that defines a union for representing different shapes (circle, square, rectangle) and implemented functions to calculate and display the area of each shape, as well as output and print the largest area among the shapes
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|  |  |
| --- | --- |
| **Ex. No. : 4.a** | **Date :** |
| **Implement a stack - push, pop, and peek operations** | |
| Implement a stack using an array in C program. Provide functions/methods for push, pop, and peek operations. Provide the code and demonstrate its usage with examples  **Output Format**  Top element: 40  Popped element: 40  Top element after pop: 30  **Aim:**  To implement a stack using an array in C and provide functions for push, pop, and peek operations.  **Algorithm:**  1. Initialize Stack:  • Define a structure for the stack.  • Initialize the stack with a maximum size and an array to hold elements.  • Initialize the top of the stack to -1 (indicating an empty stack).  2. Push Operation:  • Check if the stack is full.  • If not full, increment the top and add the element to the stack.  3. Pop Operation:  • Check if the stack is empty.  • If not empty, return the element at the top and decrement the top.  4. Peek Operation:  • Check if the stack is empty.  • If not empty, return the element at the top without removing it. | |

Department of Computer Science and Business Systems, Rajalakshmi Engineering College

33

**Program:**

#include <stdio.h>

#include <stdlib.h>

#define MAX 100

typedef struct {

int items[MAX];

int top;

} Stack;

// Function to initialize the stack

void initialize(Stack \*s) {

s->top = -1;

}

// Function to check if the stack is empty

int isEmpty(Stack \*s) {

return s->top == -1;

}

// Function to check if the stack is full

int isFull(Stack \*s) {

return s->top == MAX - 1;

}

// Function to add an element to the stack

void push(Stack \*s, int newItem) {

if (isFull(s)) {

printf("Stack is full. Cannot push %d\n", newItem);

return;

}

s->items[++(s->top)] = newItem;

}

// Function to remove an element from the stack

int pop(Stack \*s) {

if (isEmpty(s)) {

printf("Stack is empty. Cannot pop\n");

return -1;

}

return s->items[(s->top)--];

}

// Function to get the top element of the stack without removing it

int peek(Stack \*s) {

if (isEmpty(s)) {

printf("Stack is empty. Cannot peek\n");

return -1;

}

return s->items[s->top];

}
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**Program:**

int main() {

Stack s;

initialize(&s);

// Demonstrating the usage of the stack

push(&s, 10);

push(&s, 20);

push(&s, 30);

push(&s, 40);

printf("Top element: %d\n", peek(&s));

printf("Popped element: %d\n", pop(&s));

printf("Top element after pop: %d\n", peek(&s));

return 0;

}
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**Program:**

Top element: 40

Popped element: 40

Top element after pop: 30

### Result:

The stack operations (push, pop, and peek) using an array in C, showing the top element before and after a pop operation.
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|  |  |
| --- | --- |
| **Ex. No. :4.b** | **Date :** |
|  | **Implement a queue using an array** |
| Implement a queue using an array in C programming language. Include functions/methods for enqueue, dequeue, and peek operations. Provide the code implementation and demonstrate its usage with examples.  **Sample Output**  Dequeued element: 10  Dequeued element: 20  Front element: 30  **Aim:**  To implement a stack using an array in C and provide functions for push, pop, and peek operations.  **Algorithm:**  1. Initialize Queue:  • Define a structure for the queue.  • Initialize the queue with a maximum size and an array to hold elements.  • Initialize front and rear to -1 (indicating an empty queue).  2. Enqueue Operation:  • Check if the queue is full.  • If not full, increment rear and add the element to the queue.  • If the queue was initially empty, set front to 0.  3. Dequeue Operation:  • Check if the queue is empty.  • If not empty, return the element at front and increment front.  • If after the operation the queue becomes empty, reset front and rear to -1.  4. Peek Operation:  • Check if the queue is empty.  • If not empty, return the element at front without removing it. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

#define MAX 100

typedef struct {

int items[MAX];

int front;

int rear;

} Queue;

// Function to initialize the queue

void initialize(Queue \*q) {

q->front = -1;

q->rear = -1;

}

// Function to check if the queue is empty

int isEmpty(Queue \*q) {

return q->front == -1;

}

// Function to check if the queue is full

int isFull(Queue \*q) {

return q->rear == MAX - 1;

}

// Function to add an element to the queue

void enqueue(Queue \*q, int newItem) {

if (isFull(q)) {

printf("Queue is full. Cannot enqueue %d\n", newItem);

return;

}

if (isEmpty(q)) {

q->front = 0;

}

q->items[++(q->rear)] = newItem;

}

// Function to remove an element from the queue

int dequeue(Queue \*q) {

if (isEmpty(q)) {

printf("Queue is empty. Cannot dequeue\n");

return -1;

}
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### Program:

int item = q->items[q->front];

if (q->front == q->rear) {

q->front = q->rear = -1;

} else {

q->front++;

}

return item;

}

// Function to get the front element of the queue without removing it

int peek(Queue \*q) {

if (isEmpty(q)) {

printf("Queue is empty. Cannot peek\n");

return -1;

}

return q->items[q->front];

}

int main() {

Queue q;

initialize(&q);

// Demonstrating the usage of the queue

enqueue(&q, 10);

enqueue(&q, 20);

enqueue(&q, 30);

enqueue(&q, 40);

printf("Dequeued element: %d\n", dequeue(&q));

printf("Dequeued element: %d\n", dequeue(&q));
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**Program:**

printf("Front element: %d\n", peek(&q));

return 0;

}

**OUTPUT:**

Dequeued element: 10

Dequeued element: 20

Front element: 30

### Result:

### The queue operations (enqueue, dequeue, and peek) using an array in C, showing the elements being dequeued and the front element after dequeuing.
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|  |  |
| --- | --- |
| **Ex. No. :5.a** | **Date :** |
| **Postfix/ Prefix Expression Using A Stack.** | |
| Write a program in C programming language to evaluate a postfix/ prefix expression using a stack. Explain the postfix/ prefix evaluation algorithm and provide the code implementation with examples.  **Sample Output**  Postfix expression evaluation: 35 Prefix expression evaluation: 35 **Aim:**  To evaluate a postfix and prefix expression using a stack in C programming language**.**  **Algorithm:**  Postfix Evaluation:  1. Initialize an empty stack.  2. Scan the postfix expression from left to right.  3. For each character:  • If the character is an operand, push it onto the stack.  • If the character is an operator, pop the required number of operands from the stack, perform the operation, and push the result back onto the stack.  4. The final result will be at the top of the stack.  Prefix Evaluation:  1. Initialize an empty stack.  2. Scan the prefix expression from right to left.  3. For each character:  • If the character is an operand, push it onto the stack.  • If the character is an operator, pop the required number of operands from the stack, perform the operation, and push the result back onto the stack.  4. The final result will be at the top of the stack. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

#include <ctype.h>

#include <string.h>

#define MAX 100

typedef struct {

int items[MAX];

int top;

} Stack;

// Function to initialize the stack

void initialize(Stack \*s) {

s->top = -1;

}

// Function to check if the stack is empty

int isEmpty(Stack \*s) {

return s->top == -1;

}

// Function to check if the stack is full

int isFull(Stack \*s) {

return s->top == MAX - 1;

}

// Function to push an element onto the stack

void push(Stack \*s, int newItem) {

if (isFull(s)) {

printf("Stack is full. Cannot push %d\n", newItem);

return;
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**Program**

}

s->items[++(s->top)] = newItem;

}

// Function to pop an element from the stack

int pop(Stack \*s) {

if (isEmpty(s)) {

printf("Stack is empty. Cannot pop\n");

return -1;

}

return s->items[(s->top)--];

}

// Function to evaluate a postfix expression

int evaluatePostfix(char \*exp) {

Stack s;

initialize(&s);

for (int i = 0; exp[i]; i++) {

if (isdigit(exp[i])) {

push(&s, exp[i] - '0');

} else {

int val2 = pop(&s);

int val1 = pop(&s);

switch (exp[i]) {

case '+': push(&s, val1 + val2); break;

case '-': push(&s, val1 - val2); break;

case '\*': push(&s, val1 \* val2); break;

case '/': push(&s, val1 / val2); break;

}

}

}

return pop(&s);

}

// Function to evaluate a prefix expression

int evaluatePrefix(char \*exp) {

Stack s;

initialize(&s);

int length = strlen(exp);

for (int i = length - 1; i >= 0; i--) {

if (isdigit(exp[i])) {

push(&s, exp[i] - '0');

} else {
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**Program:**

int val1 = pop(&s);

int val2 = pop(&s);

switch (exp[i]) {

case '+': push(&s, val1 + val2); break;

case '-': push(&s, val1 - val2); break;

case '\*': push(&s, val1 \* val2); break;

case '/': push(&s, val1 / val2); break;

}

}

}

return pop(&s);

}

int main() {

char postfixExp[] = "53+82-\*";

char prefixExp[] = "-+5382";

int postfixResult = evaluatePostfix(postfixExp);

int prefixResult = evaluatePrefix(prefixExp);

printf("Postfix expression evaluation: %d\n", postfixResult);

printf("Prefix expression evaluation: %d\n", prefixResult);

return 0;

}

**OUTPUT**

Postfix expression evaluation: 35

Prefix expression evaluation: 35

### Result:

The evaluation of both postfix and prefix expressions using a stack in C, showing the correct results for the provided expressions.
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|  |  |
| --- | --- |
| **Ex. No. :5.b** | **Date :** |
| **Tower of Hanoi** | |
| **Objective:**  To understand and implement the Tower of Hanoi problem using stack data structure in C.  **Problem Statement:**  The Tower of Hanoi is a classic problem that involves moving disks from one peg to another, subject to the following constraints:   1. Only one disk can be moved at a time. 2. Each move consists of taking the top disk from one stack and placing it on top of another stack. 3. No disk may be placed on top of a smaller disk.   Implement the Tower of Hanoi problem using the stack data structure. You are required to implement the following functions:  void towerOfHanoi(int numDisks, char source, char auxiliary, char destination): A recursive function to solve the Tower of Hanoi problem. It takes the number of disks (numDisks), and characters representing the source, auxiliary, and destination pegs (source, auxiliary, destination). void displayMove(char source, char destination): A function to display the move of disks from the source peg to the destination peg.  Instructions:  Implement the towerOfHanoi function using recursion to solve the Tower of Hanoi problem.  In the towerOfHanoi function, use stacks to represent the pegs. You can implement a stack using an array or linked list.  Implement the displayMove function to display the move of disks from one peg to another. Test your implementation with different numbers of disks.  **Sample Input/Output:**  Enter the number of disks: 3  Moves to solve the Tower of Hanoi with 3 disks: Move disk 1 from A to C  Move disk 2 from A to B Move disk 1 from C to B Move disk 3 from A to C Move disk 1 from B to A Move disk 2 from B to C Move disk 1 from A to C **Aim:**  To implement the Tower of Hanoi problem using a stack data structure in C and understand the recursive solution for the problem.  **Algorithm:**  1. Initialize Stacks:  • Define a stack structure to represent the pegs.  • Initialize stacks for source, auxiliary, and destination pegs. | |
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2. Display Move:

• Implement the displayMove function to print the movement of disks from the source peg to the destination peg.

3. Recursive Tower of Hanoi:

• Implement the towerOfHanoi function using recursion.

• If there is only one disk, move it directly from the source peg to the destination peg and display the move.

• For more than one disk:

• Recursively move the top 𝑛−1n−1 disks from the source peg to the auxiliary peg.

• Move the nth disk from the source peg to the destination peg.

• Recursively move the 𝑛−1n−1 disks from the auxiliary peg to the destination peg.

4. Main Function:

• Take the number of disks as input.

• Initialize the pegs.

• Call the towerOfHanoi function to solve the problem.

**PROGRAM:**

#include <stdio.h>

#include <stdlib.h>

typedef struct Stack {

int \*items;

int top;

int max\_size;

} Stack;

// Function to initialize the stack

void initialize(Stack \*s, int max\_size) {

s->items = (int \*)malloc(max\_size \* sizeof(int));

s->top = -1;

s->max\_size = max\_size;

}

// Function to check if the stack is empty

int isEmpty(Stack \*s) {

return s->top == -1;

}
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// Function to push an element onto the stack

void push(Stack \*s, int newItem) {

if (s->top == s->max\_size - 1) {

printf("Stack is full. Cannot push %d\n", newItem);

return;

}

s->items[++(s->top)] = newItem;

}

// Function to pop an element from the stack

int pop(Stack \*s) {

if (isEmpty(s)) {

printf("Stack is empty. Cannot pop\n");

return -1;

}

return s->items[(s->top)--];

}

// Function to display the move

void displayMove(char source, char destination, int disk) {

printf("Move disk %d from %c to %c\n", disk, source, destination);

}

// Recursive function to solve Tower of Hanoi problem

void towerOfHanoi(int numDisks, Stack \*source, Stack \*auxiliary, Stack \*destination, char s, char a, char d) {

if (numDisks == 1) {

int disk = pop(source);

push(destination, disk);

displayMove(s, d, disk);

return;

}
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towerOfHanoi(numDisks - 1, source, destination, auxiliary, s, d, a);

int disk = pop(source);

push(destination, disk);

displayMove(s, d, disk);

towerOfHanoi(numDisks - 1, auxiliary, source, destination, a, s, d);

}

int main() {

int numDisks;

printf("Enter the number of disks: ");

scanf("%d", &numDisks);

Stack source, auxiliary, destination;

initialize(&source, numDisks);

initialize(&auxiliary, numDisks);

initialize(&destination, numDisks);

for (int i = numDisks; i >= 1; i--) {

push(&source, i);

}

printf("Moves to solve the Tower of Hanoi with %d disks:\n", numDisks);

towerOfHanoi(numDisks, &source, &auxiliary, &destination, 'A', 'B', 'C');

// Free allocated memory

free(source.items);

free(auxiliary.items);

free(destination.items);

return 0;

}

**OUTPUT:**

Enter the number of disks: 3

Moves to solve the Tower of Hanoi with 3 disks:

Move disk 1 from A to C

Move disk 2 from A to B

Move disk 1 from C to B

Move disk 3 from A to C

Move disk 1 from B to A

Move disk 2 from B to C

Move disk 1 from A to C

**Result**:

The solution to the Tower of Hanoi problem using a stack data structure in C, showing the sequence of moves required to transfer the disks from the source peg to the destination peg following the problem constraints.
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|  |  |
| --- | --- |
| **Ex. No. :5.c** | **Date :** |
| **The Evaluation Of Infix Expressions Using A Stack** | |
| **To understand and implement the evaluation of infix expressions using a stack data structure in C.**  **Problem Statement:**  Infix expressions are mathematical expressions where operators are placed between operands. For example, 2 + 3 \* 4-5  In order to evaluate infix expressions, we need to follow the rules of operator precedence and associativity.  Implement a C program to evaluate infix expressions using a stack data structure. You are required to implement the following functions:   1. int evaluateInfix(char\* expression): A function that evaluates an infix expression and returns the result. The input expression is provided as a string. 2. int precedence(char operator): A function that returns the precedence of an operator. Operators with higher precedence should have a higher return value. 3. int applyOperator(int operand1, char operator, int operand2): A function that applies the given operator to the two operands and returns the result.   Instructions:   * 1. Implement the evaluateInfix function using a stack to evaluate the infix expression. You can use two stacks - one for operands and one for operators.   2. Implement the precedence function to determine the precedence of operators according to mathematical rules.   3. Implement the applyOperator function to apply the given operator to the two operands and return the result.   4. Test your implementation with different infix expressions.   **Sample Input/Output:**  Enter the infix expression: (2 + 3) \* 4 - 5 Result of infix expression evaluation: 15 **Aim:**  To understand and implement the evaluation of infix expressions using a stack data structure in C.  **Algorithm:**  1. Initialize Stacks:  • Use two stacks: one for operands and one for operators.  2. Precedence Function:  • Implement the precedence function to determine the precedence of operators according to mathematical rules.  3. Apply Operator Function:  • Implement the applyOperator function to apply the given operator to two operands and return the result.  4. Evaluate Infix Function:  • Implement the evaluateInfix function to evaluate the infix expression using stacks:  • Scan the expression from left to right.  • For each character in the expression:  • If it is an operand, push it onto the operand stack.  • If it is an operator, pop from the operator stack and operand stack to evaluate the expression and push the result back to the operand stack based on precedence.  • Handle parentheses by pushing them onto the operator stack or evaluating the expression inside the parentheses when encountering a closing parenthesis.  • After scanning the expression, apply the remaining operators in the stack. | |
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**Program:**

**#**include <stdio.h>

#include <stdlib.h>

#include <ctype.h>

#include <string.h>

#define MAX 100

typedef struct {

int items[MAX];

int top;

} Stack;

// Function to initialize the stack

void initialize(Stack \*s) {

s->top = -1;

}

// Function to check if the stack is empty

int isEmpty(Stack \*s) {

return s->top == -1;

}

// Function to check if the stack is full

int isFull(Stack \*s) {

return s->top == MAX - 1;

}

// Function to push an element onto the stack

void push(Stack \*s, int newItem) {

if (isFull(s)) {

printf("Stack is full. Cannot push %d\n", newItem);

return;

}

s->items[++(s->top)] = newItem;

}

// Function to pop an element from the stack

int pop(Stack \*s) {

if (isEmpty(s)) {

printf("Stack is empty. Cannot pop\n");

return -1;

}

return s->items[(s->top)--];

}

// Function to get the precedence of operators

int precedence(char operator) {

switch (operator) {
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case '+':

case '-':

return 1;

case '\*':

case '/':

return 2;

case '^':

return 3;

default:

return 0;

}

}

// Function to apply an operator to two operands

int applyOperator(int operand1, char operator, int operand2) {

switch (operator) {

case '+':

return operand1 + operand2;

case '-':

return operand1 - operand2;

case '\*':

return operand1 \* operand2;

case '/':

return operand1 / operand2;

case '^':

return (int)pow(operand1, operand2);

default:

return 0;

}

}

/ / Function to evaluate an infix expression

int evaluateInfix(char\* expression) {

Stack operands, operators;

initialize(&operands);

initialize(&operators);

for (int i = 0; i < strlen(expression); i++) {

if (expression[i] == ' ')

continue;

if (isdigit(expression[i])) {

int value = 0;

while (i < strlen(expression) && isdigit(expression[i])) {

value = (value \* 10) + (expression[i] - '0');

i++;

}

i--;

push(&operands, value);
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} else if (expression[i] == '(') {

push(&operators, expression[i]);

} else if (expression[i] == ')') {

while (!isEmpty(&operators) && operators.items[operators.top] != '(') {

int operand2 = pop(&operands);

int operand1 = pop(&operands);

char operator = pop(&operators);

push(&operands, applyOperator(operand1, operator, operand2));

}

pop(&operators); // Remove the '('

} else {

while (!isEmpty(&operators) && precedence(operators.items[operators.top]) >= precedence(expression[i])) {

int operand2 = pop(&operands);

int operand1 = pop(&operands);

char operator = pop(&operators);

push(&operands, applyOperator(operand1, operator, operand2));

}

push(&operators, expression[i]);

}

}

while (!isEmpty(&operators)) {

int operand2 = pop(&operands);

int operand1 = pop(&operands);

char operator = pop(&operators);

push(&operands, applyOperator(operand1, operator, operand2));

}

return pop(&operands);

}

int main() {

char expression[MAX];

printf("Enter the infix expression: ");

fgets(expression, MAX, stdin);

expression[strcspn(expression, "\n")] = '\0';

int result = evaluateInfix(expression);

printf("Result of infix expression evaluation: %d\n", result);

return 0;

}

OUTPUT:

Enter the infix expression: (2 + 3) \* 4 - 5

Result of infix expression evaluation: 15

**Result:**

The evaluation of an infix expression using a stack data structure in C, correctly handling operator precedence and parentheses to produce the correct result.
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| --- | --- |
| **Ex.No: 6.a** | **Date :** |
| **Implementation the following operations on Singly Linked List.** | |
| Write a C program to implement the following operations on Singly Linked List.   1. Insert a node in the beginning of a list. 2. Insert a node after P 3. Insert a node at the end of a list 4. Find an element in a list 5. FindNext 6. FindPrevious 7. isLast 8. isEmpty 9. Delete a node in the beginning of a list. 10. Delete a node after P 11. Delete a node at the end of a list 12. Delete the List   **Sample Output:**   * 1. Insert at beginning   2. Insert after a node   3. Insert at end   4. Find an element   5. Find next   6. Find previous   7. Check if last   8. Check if empty   9. Delete from beginning   10. Delete after a node   11. Delete from end   12. Delete the list   13. Display   14. Exit   Enter your choice: 1  **Aim:**  To implement a Singly Linked List and perform various operations on it.  **Algorithm:**  1. Create a structure for the node of the linked list.  2. Implement functions for each operation:  • Insert at beginning: Create a new node and add it to the beginning of the list.  • Insert after a node: Create a new node and add it after a specified node.  • Insert at end: Create a new node and add it to the end of the list.  • Find an element: Traverse the list to find a specified element.  • Find next: Return the next node of a specified node.  • Find previous: Return the previous node of a specified node.  • Check if last: Check if a node is the last node in the list.  • Check if empty: Check if the list is empty.  • Delete from beginning: Remove the first node from the list.  • Delete after a node: Remove the node after a specified node.  • Delete from end: Remove the last node from the list.  • Delete the list: Remove all nodes from the list.  • Display: Print the elements of the list.  3. Create a menu-driven program to perform these operations. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

// Structure for a node

typedef struct Node {

int data;

struct Node\* next;

} Node;

// Function to insert a node at the beginning of the list

void insertAtBeginning(Node\*\* head, int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->data = data;

newNode->next = \*head;

\*head = newNode;

}

// Function to insert a node after a specified node

void insertAfter(Node\* prev, int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->data = data;

newNode->next = prev->next;

prev->next = newNode;

}

// Function to insert a node at the end of the list

void insertAtEnd(Node\*\* head, int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->data = data;

newNode->next = NULL;

if (\*head == NULL) {

\*head = newNode;

} else {

Node\* temp = \*head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

}

}

// Function to find an element in the list

Node\* findElement(Node\* head, int data) {

while (head != NULL) {

if (head->data == data) {

return head;

}

head = head->next;

}

return NULL;

}
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// Function to find the next node of a specified node

Node\* findNext(Node\* node) {

return node->next;

}

// Function to find the previous node of a specified node

Node\* findPrevious(Node\* head, Node\* node) {

if (node == head) {

return NULL;

}

Node\* temp = head;

while (temp->next != node) {

temp = temp->next;

}

return temp;

}

// Function to check if a node is the last node in the list

int isLast(Node\* node, Node\* head) {

while (head->next != NULL) {

head = head->next;

}

return head == node;

}

// Function to check if the list is empty

int isEmpty(Node\* head) {

return head == NULL;

}

/

// Function to delete a node from the beginning of the list

void deleteFromBeginning(Node\*\* head) {

Node\* temp = \*head;

\*head = (\*head)->next;

free(temp);

}

// Function to delete a node after a specified node

void deleteAfter(Node\* prev) {

Node\* temp = prev->next;

prev->next = temp->next;

free(temp);

}

// Function to delete a node from the end of the list

void deleteFromEnd(Node\*\* head) {

if (\*head == NULL) {

return;

}

if ((\*head)->next == NULL) {

free(\*head);

\*head = NULL;

return;

}

Node\* temp = \*head;

while (temp->next->next != NULL) {

temp = temp->next;
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}

free(temp->next);

temp->next = NULL;

}

// Function to delete the entire list

void deleteList(Node\*\* head) {

Node\* temp = \*head;

while (temp != NULL) {

Node\* next = temp->next;

free(temp);

temp = next;

}

\*head = NULL;

}

// Function to display theelements of the list

void display(Node\* head) {

while (head != NULL) {

printf("%d -> ", head->data);

head = head->next;

}

printf("NULL\n");

}

int main() {

Node\* head = NULL;

int choice, data;

while (1) {

printf("\n1. Insert at beginning\n2. Insert after a node\n3. Insert at end\n4. Find an element\n5. Find next\n6. Find previous\n7. Check if last\n8. Check if empty\n9. Delete from beginning\n10. Delete after a node\n11. Delete from end\n12. Delete the list\n13. Display\n14. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data: ");

scanf("%d", &data);

insertAtBeginning(&head, data);

break;

case 2:

printf("Enter data and node data: ");

scanf("%d%d", &data, &data);

Node\* node = findElement(head, data);

if (node != NULL) {

insertAfter(node, data);

} else {

printf("Node not found\n");

}

break;
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case 3:

printf("Enter data: ");

scanf("%d", &data);

insertAtEnd(&head, data);

break;

case 4:

printf("Enter data: ");

scanf("%d", &data);

Node\* found = findElement(head, data);

if (found != NULL) {

printf("Element found\n");

} else {

printf("Element not found\n");

}

break;

case 5:

printf("Enter node data: ");

scanf("%d", &data);

Node\* next = findNext(findElement(head, data));

if (next != NULL) {

printf("Next node: %d\n", next->data);

} else {

printf("No next node\n");

}

break;

case 6:

printf("Enter node data: ");

scanf("%d", &data);

Node\* prev = findPrevious(head, findElement(head, data));

if (prev != NULL) {

printf("Previous node: %d\n", prev->data);

} else {

printf("No previous node\n");

}

break;

case 7:

printf("Enter node data: ");

scanf("%d", &data);

Node\* last = findElement(head, data);

if (isLast(last, head)) {

printf("Last node\n");

} else {

printf("Not last node\n");

}

break;

case 8:

if (isEmpty(head)) {

printf("List is empty\n");

} else {

printf("List is not empty\n");

}

break;

case 9:

deleteFromBeginning(&head);

break;

case 10:

printf("Enter node data: ");

scanf("%d", &data);

Node\* delAfter = findElement(head, data);

if (delAfter != NULL && delAfter->next != NULL) {

deleteAfter(delAfter);

} else {

printf("No node to delete after\n");

}

break;

case 11:

deleteFromEnd(&head);

break;

case 12:

deleteList(&head);

break;

case 13:

display(head);

break;

case 14:

exit(0);

default:

printf("Invalid choice\n");

break;

}

}

return 0;

}

### Result:

### The program will display a menu with various options to perform operations on a Singly Linked List. The user can choose an option and enter the required data to perform the operation. The program will display the result of the operation and return to the menu to perform another operation. The user can exit the program by choosing option 14.
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|  |  |
| --- | --- |
| **Ex. No. : 6.b** | **Date :** |
| **Doubly Linked List** | |
| **Write a C p r o g r a m t o i m p l e m e n t t h e f o l l o w i n g o p e r a t i o n s o n D o u b l y L i n k e d L i s t .**   1. **Insertion** 2. **Deletion** 3. **Search** 4. **Display Sample Output**   . Insert at beginning   1. Insert at end 2. Delete from beginning 3. Delete from end 4. Search 5. Display 6. Exit   Enter your choice: 6 Doubly linked list: NULL   1. Insert at beginning 2. Insert at end 3. Delete from beginning 4. Delete from end 5. Search 6. Display 7. Exit   Enter your choice: 3 List is empty  **Aim:**  To implement operations on a doubly linked list including insertion, deletion, search, and display.  **Algorithm:**  1. Initialization:  • Define a structure for the doubly linked list nodes.  2. Insertion:  • Insert at the beginning.  • Insert at the end.  3. Deletion:  • Delete from the beginning.  • Delete from the end.  4. Search:  • Search for an element in the list.  5. Display:  • Display the elements of the list. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

// Define the structure for a doubly linked list node

typedef struct Node {

int data;

struct Node\* prev;

struct Node\* next;

} Node;

// Function to create a new node

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

if (!newNode) {

printf("Memory allocation failed\n");

return NULL;

}

newNode->data = data;

newNode->prev = NULL;

newNode->next = NULL;

return newNode;

}

// Function to insert a node at the beginning of the list

void insertAtBeginning(Node\*\* head, int data) {

Node\* newNode = createNode(data);

if (!newNode) return;

if (\*head != NULL) {

(\*head)->prev = newNode;

}

newNode->next = \*head;

\*head = newNode;

}

// Function to insert a node at the end of the list

void insertAtEnd(Node\*\* head, int data) {

Node\* newNode = createNode(data);

if (!newNode) return;

if (\*head == NULL) {

\*head = newNode;

return;

}

Node\* temp = \*head;

while (temp->next != NULL) {

temp = temp->next;

}

temp->next = newNode;

newNode->prev = temp;

}
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// Function to delete a node from the beginning of the list

void deleteFromBeginning(Node\*\* head) {

if (\*head == NULL) {

printf("List is empty\n");

return;

}

Node\* temp = \*head;

\*head = (\*head)->next;

if (\*head != NULL) {

(\*head)->prev = NULL;

}

free(temp);

}

// Function to delete a node from the end of the list

void deleteFromEnd(Node\*\* head) {

if (\*head == NULL) {

printf("List is empty\n");

return;

}

Node\* temp = \*head;

if (temp->next == NULL) {

free(temp);

\*head = NULL;

return;

}

while (temp->next != NULL) {

temp = temp->next;

}

temp->prev->next = NULL;

free(temp);

}

// Function to search for an element in the list

Node\* search(Node\* head, int data) {

Node\* temp = head;

while (temp != NULL) {

if (temp->data == data) {

return temp;

}

temp = temp->next;

}

return NULL;

}
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// Function to display the elements of the list

void displayList(Node\* head) {

if (head == NULL) {

printf("Doubly linked list: NULL\n");

return;

}

Node\* temp = head;

printf("Doubly linked list: ");

while (temp != NULL) {

printf("%d <-> ", temp->data);

temp = temp->next;

}

printf("NULL\n");

}

// Main function with menu-driven interaction

int main() {

Node\* head = NULL;

int choice, data;

Node\* result;

while (1) {

printf("\n1. Insert at beginning\n");

printf("2. Insert at end\n");

printf("3. Delete from beginning\n");

printf("4. Delete from end\n");

printf("5. Search\n");

printf("6. Display\n");

printf("7. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data to insert at beginning: ");

scanf("%d", &data);

insertAtBeginning(&head, data);

break;

case 2:

printf("Enter data to insert at end: ");

scanf("%d", &data);

insertAtEnd(&head, data);

break;

case 3:

deleteFromBeginning(&head);

break;

case 4:

deleteFromEnd(&head);

break;

case 5:

printf("Enter data to search: ");
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scanf("%d", &data);

result = search(head, data);

if (result != NULL) {

printf("Node with data %d found\n", data);

} else {

printf("Node with data %d not found\n", data);

}

break;

case 6:

displayList(head);

break;

case 7:

exit(0);

default:

printf("Invalid choice, please try again\n");

}

}

return 0;

}
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OUTPUT:

1. Insert at beginning

2. Insert at end

3. Delete from beginning

4. Delete from end

5. Search

6. Display

7. Exit

Enter your choice: 1

Enter data to insert at beginning: 10

1. Insert at beginning

2. Insert at end

3. Delete from beginning

4. Delete from end

5. Search

6. Display

7. Exit

Enter your choice: 6

Doubly linked list: 10 <-> NULL

1. Insert at beginning

2. Insert at end

3. Delete from beginning

4. Delete from end

5. Search

6. Display

7. Exit

Enter your choice: 3

List is empty

1. Insert at beginning

2. Insert at end

3. Delete from beginning

4. Delete from end

5. Search

6. Display

7. Exit

Enter your choice: 7

**Result:**

The program is executed, it provides a menu-driven interface for performing operations on a doubly linked list.
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|  |  |
| --- | --- |
| **Ex. No. :6.c** | **Date :** |
|  | **Circular Linked List** |
| Write a C program to implement a Circular Linked List with the following operations: Insertion:   1. Insert a node at the beginning of the circular list. 2. Insert a node at the end of the circular list. 3. Insert a node after a specific node in the circular list. Deletion:    1. Delete a node from the beginning of the circular list.    2. Delete a node from the end of the circular list.    3. Delete a node after a specific node in the circular list. Search and Display:       1. Search for a given element in the circular list.       2. Display the elements of the circular list. 4. Insert at beginning 5. Insert at end 6. Insert after a specific node 7. Delete from beginning 8. Delete from end 9. Delete after a specific node 10. Search for an element 11. Display the circular list 12. Exit   Enter your choice: 1  Enter data to insert at beginning: 23  **Aim:**  To implement a Circular Linked List in C and perform various operations such as insertion, deletion, search, and display.  **Algorithm:**  1. Initialization:  • Define a structure for the circular linked list nodes.  2. Insertion:  • Insert at the beginning.  • Insert at the end.  • Insert after a specific node.  3. Deletion:  • Delete from the beginning.  • Delete from the end.  • Delete after a specific node.  4. Search and Display:  • Search for an element in the list.  • Display the elements of the list. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

// Define the structure for a circular linked list node

typedef struct Node {

int data;

struct Node\* next;

} Node;

// Function to create a new node

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

if (!newNode) {

printf("Memory allocation failed\n");

return NULL;

}

newNode->data = data;

newNode->next = newNode; // Initialize next as circular

return newNode;

}

// Function to insert a node at the beginning of the circular list

void insertAtBeginning(Node\*\* head, int data) {

Node\* newNode = createNode(data);

if (!newNode) return;

if (\*head == NULL) {

\*head = newNode;

} else {

Node\* temp = \*head;

while (temp->next != \*head) {

temp = temp->next;

}

newNode->next = \*head;

temp->next = newNode;

\*head = newNode;

}

}

// Function to insert a node at the end of the circular list

void insertAtEnd(Node\*\* head, int data) {

Node\* newNode = createNode(data);

if (!newNode) return;

if (\*head == NULL) {

\*head = newNode;

} else {

Node\* temp = \*head;

while (temp->next != \*head) {

temp = temp->next;

}

temp->next = newNode;

newNode->next = \*head;

}

}
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**Program**

// Function to insert a node after a specific node in the circular list

void insertAfter(Node\* head, int key, int data) {

Node\* temp = head;

do {

if (temp->data == key) {

Node\* newNode = createNode(data);

if (!newNode) return;

newNode->next = temp->next;

temp->next = newNode;

return;

}

temp = temp->next;

} while (temp != head);

printf("Node with data %d not found\n", key);

}

// Function to delete a node from the beginning of the circular list

void deleteFromBeginning(Node\*\* head) {

if (\*head == NULL) {

printf("List is empty\n");

return;

}

Node\* temp = \*head;

if (temp->next == \*head) {

free(temp);

\*head = NULL;

} else {

Node\* last = \*head;

while (last->next != \*head) {

last = last->next;

}

last->next = temp->next;

\*head = temp->next;

free(temp);

}

}

// Function to delete a node from the end of the circular list

void deleteFromEnd(Node\*\* head) {

if (\*head == NULL) {

printf("List is empty\n");

return;

}

Node\* temp = \*head;

if (temp->next == \*head) {

free(temp);

\*head = NULL;

} else {

Node\* prev = NULL;

while (temp->next != \*head) {

prev = temp;

temp = temp->next;

}

prev->next = \*head;

free(temp);

}
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// Function to delete a node after a specific node in the circular list

void deleteAfter(Node\* head, int key) {

Node\* temp = head;

do {

if (temp->data == key) {

Node\* delNode = temp->next;

if (delNode == head) {

printf("Cannot delete the head node after itself\n");

return;

}

temp->next = delNode->next;

free(delNode);

return;

}

temp = temp->next;

} while (temp != head);

printf("Node with data %d not found\n", key);

}

// Function to search for a given element in the circular list

Node\* search(Node\* head, int key) {

Node\* temp = head;

do {

if (temp->data == key) {

return temp;

}

temp = temp->next;

} while (temp != head);

return NULL;

}

// Function to display the elements of the circular list

void displayList(Node\* head) {

if (head == NULL) {

printf("Circular linked list: NULL\n");

return;

}

Node\* temp = head;

printf("Circular linked list: ");

do {

printf("%d -> ", temp->data);

temp = temp->next;

} while (temp != head);

printf("(head)\n");

}

// Main function with menu-driven interaction

int main() {

Node\* head = NULL;

int choice, data, key;

Node\* result;

while (1) {

printf("\n1. Insert at beginning\n");

printf("2. Insert at end\n");

printf("3. Insert after a specific node\n");
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printf("4. Delete from beginning\n");

printf("5. Delete from end\n");

printf("6. Delete after a specific node\n");

printf("7. Search for an element\n");

printf("8. Display the circular list\n");

printf("9. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Enter data to insert at beginning: ");

scanf("%d", &data);

insertAtBeginning(&head, data);

break;

case 2:

printf("Enter data to insert at end: ");

scanf("%d", &data);

insertAtEnd(&head, data);

break;

case 3:

printf("Enter the key after which to insert: ");

scanf("%d", &key);

printf("Enter data to insert after node %d: ", key);

scanf("%d", &data);

insertAfter(head, key, data);

break;

case 4:

deleteFromBeginning(&head);

break;

case 5:

deleteFromEnd(&head);

break;

case 6:

printf("Enter the key after which to delete: ");

scanf("%d", &key);

deleteAfter(head, key);

break;

case 7:

printf("Enter data to search: ");

scanf("%d", &data);

result = search(head, data);

if (result != NULL) {

printf("Node with data %d found\n", data);

} else {

printf("Node with data %d not found\n", data);

}

break;

case 8:

displayList(head);

break;

case 9:

exit(0);

default:

printf("Invalid choice, please try again\n");

}

}

return 0;

}

**OUTPUT:**

1. Insert at beginning

2. Insert at end

3. Insert after a specific node

4. Delete from beginning

5. Delete from end

6. Delete after a specific node

7. Search for an element

8. Display the circular list

9. Exit

Enter your choice: 1

Enter data to insert at beginning: 23

1. Insert at beginning

2. Insert at end

3. Insert after a specific node

4. Delete from beginning

5. Delete from end

6. Delete after a specific node

7. Search for an element

8. Display the circular list

9. Exit

Enter your choice: 8

Circular linked list: 23 -> (head)

**Result:**

The program is executed, it provides a menu-driven interface for performing operations on a circular linked list
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|  |  |
| --- | --- |
| **Ex. No. : 7** | **Date :** |
| **P o l y n o m i a l M a n i p u l a t i o n s** | |
| **Write a C p r o g r a m t o i m p l e m e n t t h e f o l l o w i n g o p e r a t i o n s o n S i n g l y L i n k e d L i s t .**   1. **Polynomial Addition** 2. **Polynomial Subtraction** 3. **Polynomial Multiplication Sample Out:**   Polynomial 1: 3x^2 + 4x^1 + 5x^0 Polynomial 2: 2x^3 + 3x^2 + 1x^1  Polynomial Addition: 2x^3 + 6x^2 + 5x^1 + 5x^0 Polynomial Subtraction: -2x^3 + 0x^2 + 3x^1 + 5x^0  Polynomial Multiplication: 6x^5 + 9x^4 + 3x^3 + 8x^4 + 12x^3 + 4x^2 + 10x^3 + 15x^2  + 5x^1  **Aim:**  To implement polynomial addition, subtraction, and multiplication using a singly linked list in C.  **Algorithm**  1. Initialization:  • Define a structure for a polynomial term.  • Define functions to create and insert nodes into the polynomial linked list.  2. Polynomial Operations:  • Addition:  • Traverse both polynomials and add corresponding terms.  • Subtraction:  • Traverse both polynomials and subtract corresponding terms.  • Multiplication:  • Multiply each term of the first polynomial by each term of the second polynomial and sum the results for terms with the same power. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

typedef struct PolyNode {

int coeff;

int exp;

struct PolyNode\* next;

} PolyNode;

// Function to create a new polynomial term node

PolyNode\* createNode(int coeff, int exp) {

PolyNode\* newNode = (PolyNode\*)malloc(sizeof(PolyNode));

newNode->coeff = coeff;

newNode->exp = exp;

newNode->next = NULL;

return newNode;

}

// Function to insert a node in the polynomial linked list

void insertNode(PolyNode\*\* poly, int coeff, int exp) {

PolyNode\* newNode = createNode(coeff, exp);

newNode->next = \*poly;

\*poly = newNode;

}

// Function to display a polynomial

void displayPoly(PolyNode\* poly) {

PolyNode\* temp = poly;

while (temp != NULL) {

printf("%dx^%d", temp->coeff, temp->exp);

temp = temp->next;

if (temp != NULL)

printf(" + ");

}

printf("\n");

}

// Function to add two polynomials

PolyNode\* addPolynomials(PolyNode\* poly1, PolyNode\* poly2) {

PolyNode\* result = NULL;

PolyNode\* temp1 = poly1;

PolyNode\* temp2 = poly2;

while (temp1 != NULL && temp2 != NULL) {

if (temp1->exp == temp2->exp) {

insertNode(&result, temp1->coeff + temp2->coeff, temp1->exp);

temp1 = temp1->next;

temp2 = temp2->next;

} else if (temp1->exp > temp2->exp) {

insertNode(&result, temp1->coeff, temp1->exp);

temp1 = temp1->next;
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} else {

insertNode(&result, temp2->coeff, temp2->exp);

temp2 = temp2->next;

}

}

while (temp1 != NULL) {

insertNode(&result, temp1->coeff, temp1->exp);

temp1 = temp1->next;

}

while (temp2 != NULL) {

insertNode(&result, temp2->coeff, temp2->exp);

temp2 = temp2->next;

}

return result;

}

// Function to subtract two polynomials

PolyNode\* subtractPolynomials(PolyNode\* poly1, PolyNode\* poly2) {

PolyNode\* result = NULL;

PolyNode\* temp1 = poly1;

PolyNode\* temp2 = poly2;

while (temp1 != NULL && temp2 != NULL) {

if (temp1->exp == temp2->exp) {

insertNode(&result, temp1->coeff - temp2->coeff, temp1->exp);

temp1 = temp1->next;

temp2 = temp2->next;

} else if (temp1->exp > temp2->exp) {

insertNode(&result, temp1->coeff, temp1->exp);

temp1 = temp1->next;

} else {

insertNode(&result, -temp2->coeff, temp2->exp);

temp2 = temp2->next;

}

}

while (temp1 != NULL) {

insertNode(&result, temp1->coeff, temp1->exp);

temp1 = temp1->next;

}

while (temp2 != NULL) {

insertNode(&result, -temp2->coeff, temp2->exp);

temp2 = temp2->next;

}

return result;

}

// Function to multiply two polynomials

PolyNode\* multiplyPolynomials(PolyNode\* poly1, PolyNode\* poly2) {

PolyNode\* result = NULL;

PolyNode\* temp1 = poly1;

PolyNode\* temp2;
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while (temp1 != NULL) {

temp2 = poly2;

while (temp2 != NULL) {

int coeff = temp1->coeff \* temp2->coeff;

int exp = temp1->exp + temp2->exp;

PolyNode\* resTemp = result;

PolyNode\* prev = NULL;

while (resTemp != NULL && resTemp->exp > exp) {

prev = resTemp;

resTemp = resTemp->next;

}

if (resTemp != NULL && resTemp->exp == exp) {

resTemp->coeff += coeff;

} else {

PolyNode\* newNode = createNode(coeff, exp);

if (prev == NULL) {

newNode->next = result;

result = newNode;

} else {

newNode->next = prev->next;

prev->next = newNode;

}

}

temp2 = temp2->next;

}

temp1 = temp1->next;

}

return result;

}

int main() {

PolyNode\* poly1 = NULL;

PolyNode\* poly2 = NULL;

// Example polynomials

insertNode(&poly1, 5, 0);

insertNode(&poly1, 4, 1);

insertNode(&poly1, 3, 2);

insertNode(&poly2, 1, 1);

insertNode(&poly2, 3, 2);

insertNode(&poly2, 2, 3);

printf("Polynomial 1: ");

displayPoly(poly1);

printf("Polynomial 2: ");

Department of Computer Science and Business Systems, Rajalakshmi Engineering College

72

displayPoly(poly2);

PolyNode\* sum = addPolynomials(poly1, poly2);

printf("Polynomial Addition: ");

displayPoly(sum);

PolyNode\* difference = subtractPolynomials(poly1, poly2);

printf("Polynomial Subtraction: ");

displayPoly(difference);

PolyNode\* product = multiplyPolynomials(poly1, poly2);

printf("Polynomial Multiplication: ");

displayPoly(product);

return 0;

}
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**OUTPUT:**

Polynomial 1: 3x^2 + 4x^1 + 5x^0

Polynomial 2: 2x^3 + 3x^2 + 1x^1

Polynomial Addition: 2x^3 + 6x^2 + 5x^1 + 5x^0

Polynomial Subtraction: -2x^3 + 0x^2 + 3x^1 + 5x^0

Polynomial Multiplication: 6x^5 + 9x^4 + 3x^3 +

### Result:
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**The program is executed, it displays the given polynomials and performs addition, subtraction, and multiplication**
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|  |  |
| --- | --- |
| **Ex. No. : 8.a** | **Date :** |
| **Tree Traversal** | |
| **Write a C program to implement a Binary tree and perform the following tree traversal operation.**   1. **Inorder Traversal** 2. **Preorder Traversal** 3. **Postorder Traversal**   **Aim:**  To implement a binary tree in C and perform Inorder, Preorder, and Postorder tree traversal operations.  **Algorithm:**  1. Define a structure for the tree node with integer data and left and right child pointers.  2. Implement functions to create a new node and insert nodes into the tree.  Tree Traversal Algorithms  Inorder Traversal  1. Traverse the left subtree.  2. Visit the root node.  3. Traverse the right subtree.  Preorder Traversal  1. Visit the root node.  2. Traverse the left subtree.  3. Traverse the right subtree.  Postorder Traversal  1. Traverse the left subtree.  2. Traverse the right subtree.  3. Visit the root node. | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

// Define the structure of a tree node

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

// Function to create a new node

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Function for Inorder Traversal

void inorderTraversal(struct Node\* node) {

if (node == NULL) return;

inorderTraversal(node->left);

printf("%d ", node->data);

inorderTraversal(node->right);

}

// Function for Preorder Traversal

void preorderTraversal(struct Node\* node) {

if (node == NULL) return;

printf("%d ", node->data);

preorderTraversal(node->left);

preorderTraversal(node->right);

}

// Function for Postorder Traversal

void postorderTraversal(struct Node\* node) {

if (node == NULL) return;

postorderTraversal(node->left);

postorderTraversal(node->right);

printf("%d ", node->data);

}
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**Program:**

// Main function to demonstrate the tree traversals

int main() {

// Creating a sample binary tree

struct Node\* root = createNode(1);

root->left = createNode(2);

root->right = createNode(3);

root->left->left = createNode(4);

root->left->right = createNode(5);

root->right->left = createNode(6);

root->right->right = createNode(7);

// Performing Inorder Traversal

printf("Inorder Traversal: ");

inorderTraversal(root);

printf("\n");

// Performing Preorder Traversal

printf("Preorder Traversal: ");

preorderTraversal(root);

printf("\n");

// Performing Postorder Traversal

printf("Postorder Traversal: ");

postorderTraversal(root);

printf("\n");

return 0;

}
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**OUTPUT:**

Inorder Traversal: 4 2 5 1 6 3 7

Preorder Traversal: 1 2 4 5 3 6 7

Postorder Traversal: 4 5 2 6 7 3 1

### Result:

### The C program successfully implements a binary tree and performs the following tree traversal operations:

### Inorder Traversal: Visits the nodes in the order: Left, Root, Right.

### Preorder Traversal: Visits the nodes in the order: Root, Left, Right.

### Postorder Traversal: Visits the nodes in the order: Left, Right, Root.
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**Ex. No. : 8.b Date :**

**Implementation of Binary Search tree**

Write a C program to implement a Binary Search Tree and perform the following operations.

1. Insert
2. Delete
3. Search
4. Display

**Aim:**

To implement a Binary Search Tree (BST) in C and perform the following operations:

Insert a node

Delete a node

Search for a node

Display the tree using Inorder Traversal

**Algorithm:**

Binary Search Tree Implementation

1. Define a structure for the tree node with integer data and left and right child pointers.

2. Implement functions to insert, delete, search, and display nodes in the tree.

Insert Operation

1. Start at the root.

2. If the tree is empty, create a new node as the root.

3. Recursively find the correct position in the left or right subtree.

4. Insert the node at the found position.

Delete Operation

1. Search for the node to be deleted.

2. If the node has no children, simply delete it.

3. If the node has one child, replace the node with its child.

4. If the node has two children, find the inorder successor (smallest node in the right subtree), replace the node with the successor, and delete the successor.

Search Operation

1. Start at the root.

2. If the data matches the root, return the node.

3. Recursively search in the left or right subtree based on the comparison of data.

Display Operation (Inorder Traversal)

1. Traverse the left subtree.

2. Visit the root node.

3. Traverse the right subtree.
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**Program:**

#include <stdio.h>

#include <stdlib.h>

// Define the structure of a tree node

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

// Function to create a new node

struct Node\* createNode(int data) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

newNode->data = data;

newNode->left = NULL;

newNode->right = NULL;

return newNode;

}

// Function to insert a node in the BST

struct Node\* insertNode(struct Node\* root, int data) {

if (root == NULL) return createNode(data);

if (data < root->data)

root->left = insertNode(root->left, data);

else if (data > root->data)

root->right = insertNode(root->right, data);

return root;

}

// Function to find the minimum value node in the BST

struct Node\* findMin(struct Node\* root) {

while (root->left != NULL) root = root->left;

return root;

}

// Function to delete a node from the BST

struct Node\* deleteNode(struct Node\* root, int data) {

if (root == NULL) return root;

if (data < root->data)

root->left = deleteNode(root->left, data);

else if (data > root->data)

root->right = deleteNode(root->right, data);
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else {

if (root->left == NULL) {

struct Node\* temp = root->right;

free(root);

return temp;

} else if (root->right == NULL) {

struct Node\* temp = root->left;

free(root);

return temp;

}

struct Node\* temp = findMin(root->right);

root->data = temp->data;

root->right = deleteNode(root->right, temp->data);

}

return root;

}

// Function to search for a node in the BST

struct Node\* searchNode(struct Node\* root, int data) {

if (root == NULL || root->data == data)

return root;

if (data < root->data)

return searchNode(root->left, data);

else

return searchNode(root->right, data);

}

// Function for Inorder Traversal

void inorderTraversal(struct Node\* root) {

if (root == NULL) return;

inorderTraversal(root->left);

printf("%d ", root->data);

inorderTraversal(root->right);

}

// Main function to demonstrate the BST operations

int main() {

struct Node\* root = NULL;

int choice, data;

while (1) {

printf("\nBinary Search Tree Operations:\n");

printf("1. Insert\n2. Delete\n3. Search\n4. Display (Inorder Traversal)\n5. Exit\n");

printf("Enter your choice: ");

scanf("%d", &choice);
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switch (choice) {

case 1:

printf("Enter the value to insert: ");

scanf("%d", &data);

root = insertNode(root, data);

break;

case 2:

printf("Enter the value to delete: ");

scanf("%d", &data);

root = deleteNode(root, data);

break;

case 3:

printf("Enter the value to search: ");

scanf("%d", &data);

struct Node\* result = searchNode(root, data);

if (result != NULL)

printf("Value %d found in the tree.\n", data);

else

printf("Value %d not found in the tree.\n", data);

break;

case 4:

printf("Inorder Traversal: ");

inorderTraversal(root);

printf("\n");

break;

case 5:

exit(0);

default:

printf("Invalid choice! Please try again.\n");

}

}

return 0;

}

**OUTPUT:**

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 1

Enter the value to insert: 50

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 1

Enter the value to insert: 30

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 1

Enter the value to insert: 70

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 1

Enter the value to insert: 20

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 1

Enter the value to insert: 40

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 1

Enter the value to insert: 60

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 1

Enter the value to insert: 80

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 4

Inorder Traversal: 20 30 40 50 60 70 80
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Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 3

Enter the value to search: 60

Value 60 found in the tree.

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 3

Enter the value to search: 100

Value 100 not found in the tree.

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 2

Enter the value to delete: 70

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 4

Inorder Traversal: 20 30 40 50 60 80

Binary Search Tree Operations:

1. Insert

2. Delete

3. Search

4. Display (Inorder Traversal)

5. Exit

Enter your choice: 5

# Result:

# The C program successfully implements a Binary Search Tree and performs the following operations:Insert: Adds a new node to the BST.Delete: Removes a node from the BST.Search: Searches for a node in the BST.Display: Displays the nodes of the BST using Inorder Traversal.
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|  |  |
| --- | --- |
| **Ex. No. : 8.c** | **Date :** |
|  | **Implementation of AVL Tree** |
| Write a function in C program to insert a new node with a given value into an AVL tree. Ensure that the tree remains balanced after insertion by performing rotations if necessary. Repeat the above operation to delete a node from AVL tree.  **Aim:**  To implement functions in C for inserting and deleting nodes in an AVL tree while ensuring that the tree remains balanced after each operation by performing necessary rotations.  **Algorithm:**  Insertion in an AVL Tree  1. Insert the node as in a normal binary search tree (BST).  2. Update the height of the ancestor nodes.  3. Check the balance factor of each node:  • If the balance factor is greater than 1 or less than -1, the tree is unbalanced and requires rotation.  4. Perform rotations to balance the tree:  • Left Left Case  • Right Right Case  • Left Right Case  • Right Left Case  Deletion from an AVL Tree  1. Delete the node as in a normal BST.  2. Update the height of the ancestor nodes.  3. Check the balance factor of each node:  • If the balance factor is greater than 1 or less than -1, the tree is unbalanced and requires rotation.  4. Perform rotations to balance the tree:  • Left Left Case  • Right Right Case  • Left Right Case  • Right Left Case | |
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**Program:**

#include <stdio.h>

#include <stdlib.h>

// Node structure

typedef struct Node {

int key;

struct Node \*left;

struct Node \*right;

int height;

} Node;

// Function to get the height of the tree

int height(Node \*N) {

if (N == NULL)

return 0;

return N->height;

}

// Function to get maximum of two integers

int max(int a, int b) {

return (a > b) ? a : b;

}

// Function to create a new node

Node\* newNode(int key) {

Node\* node = (Node\*)malloc(sizeof(Node));

node->key = key;

node->left = NULL;

node->right = NULL;

node->height = 1; // new node is initially added at leaf

return(node);

}

// Right rotate subtree rooted with y

Node \*rightRotate(Node \*y) {

Node \*x = y->left;

Node \*T2 = x->right;

// Perform rotation

x->right = y;

y->left = T2;

// Update heights

y->height = max(height(y->left), height(y->right)) + 1;

x->height = max(height(x->left), height(x->right)) + 1;

// Return new root

return x;

}
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// Left rotate subtree rooted with x

Node \*leftRotate(Node \*x) {

Node \*y = x->right;

Node \*T2 = y->left;

// Perform rotation

y->left = x;

x->right = T2;

// Update heights

x->height = max(height(x->left), height(x->right)) + 1;

y->height = max(height(y->left), height(y->right)) + 1;

// Return new root

return y;

}

// Get balance factor of node N

int getBalance(Node \*N) {

if (N == NULL)

return 0;

return height(N->left) - height(N->right);

}

// Insert a node

Node\* insert(Node\* node, int key) {

if (node == NULL)

return(newNode(key));

if (key < node->key)

node->left = insert(node->left, key);

else if (key > node->key)

node->right = insert(node->right, key);

else // Equal keys are not allowed in BST

return node;

// Update height of this ancestor node

node->height = 1 + max(height(node->left), height(node->right));

// Get the balance factor of this ancestor node

int balance = getBalance(node);

// If this node becomes unbalanced, then

// there are 4 cases

// Left Left Case

if (balance > 1 && key < node->left->key)

return rightRotate(node);
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// Right Right Case

if (balance < -1 && key > node->right->key)

return leftRotate(node);

// Left Right Case

if (balance > 1 && key > node->left->key) {

node->left = leftRotate(node->left);

return rightRotate(node);

}

// Right Left Case

if (balance < -1 && key < node->right->key) {

node->right = rightRotate(node->right);

return leftRotate(node);

}

// return the (unchanged) node pointer

return node;

}

// Function to find the node with the minimum key value

Node \*minValueNode(Node\* node) {

Node\* current = node;

// loop down to find the leftmost leaf

while (current->left != NULL)

current = current->left;

return current;

}

// Delete a node

Node\* deleteNode(Node\* root, int key) {

// STEP 1: PERFORM STANDARD BST DELETE

if (root == NULL)

return root;

// If the key to be deleted is smaller than the root's key,

// then it lies in left subtree

if (key < root->key)

root->left = deleteNode(root->left, key);

// If the key to be deleted is greater than the root's key,

// then it lies in right subtree

else if (key > root->key)

root->right = deleteNode(root->right, key);

// if key is same as root's key, then This is the node

// to be deleted

else {
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// node with only one child or no child

if ((root->left == NULL) || (root->right == NULL)) {

Node \*temp = root->left ? root->left : root->right;

// No child case

if (temp == NULL) {

temp = root;

root = NULL;

} else // One child case

\*root = \*temp; // Copy the contents of

// the non-empty child

free(temp);

} else {

// node with two children: Get the inorder

// successor (smallest in the right subtree)

Node\* temp = minValueNode(root->right);

// Copy the inorder successor's data to this node

root->key = temp->key;

// Delete the inorder successor

root->right = deleteNode(root->right, temp->key);

}

}

// If the tree had only one node then return

if (root == NULL)

return root;

// STEP 2: UPDATE HEIGHT OF THE CURRENT NODE

root->height = 1 + max(height(root->left), height(root->right));

// STEP 3: GET THE BALANCE FACTOR OF THIS NODE (to check whether

// this node became unbalanced)

int balance = getBalance(root);

// If this node becomes unbalanced, then there are 4 cases

// Left Left Case

if (balance > 1 && getBalance(root->left) >= 0)

return rightRotate(root);

// Left Right Case

if (balance > 1 && getBalance(root->left) < 0) {

root->left = leftRotate(root->left);

return rightRotate(root);

}

// Right Right Case

if (balance < -1 && getBalance(root->right) <= 0)

return leftRotate(root);

// Right Left Case

if (balance < -1 && getBalance(root->right) > 0) {

root->right = rightRotate(root->right);

return leftRotate(root);

}

return root;

}

// Utility function to print the tree in order

void inOrder(Node \*root) {

if (root != NULL) {

inOrder(root->left);

printf("%d ", root->key);

inOrder(root->right);

}

}

int main() {

Node \*root = NULL;

// Insert nodes

root = insert(root, 10);

root = insert(root, 20);

root = insert(root, 30);

root = insert(root, 40);

root = insert(root, 50);

root = insert(root, 25);

// Print the tree

printf("Inorder traversal of the constructed AVL tree is \n");

inOrder(root);

// Delete node

root = deleteNode(root, 40);

// Print the tree

printf("\nInorder traversal after deletion of 40 \n");

inOrder(root);

return 0;

}

**OUTPUT:**

Inorder traversal of the constructed AVL tree is

10 20 25 30 40 50

Inorder traversal after deletion of 40

10 20 25 30 50

Result: The program successfully inserts and deletes nodes in the AVL tree, ensuring the tree remains balanced after each operation. The in-order traversal of the tree shows the sorted order of elements, indicating the correctness of the AVL tree implementation.
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**Ex. No. :9.a Date :**

### Graph Representation

**Create a data structure to represent a graph. You can choose either adjacency matrix or adjacency list representation.**

**Aim:**

To implement a graph data structure using an adjacency list representation in C.

**Algorithm:**

Graph Representation Using Adjacency List

1. Define the structure for the adjacency list node: Each node represents an edge in the graph.

2. Define the structure for the adjacency list: An array of adjacency list nodes, where each index represents a vertex in the graph.

3. Define the structure for the graph: Includes the number of vertices and an array of adjacency lists.

4. Implement functions for:

• Adding an edge to the graph.

• Printing the graph to show its adjacency list representation**.**

**Program:**

#include <stdio.h>

#include <stdlib.h>

// Structure to represent an adjacency list node

typedef struct AdjListNode {

int dest;

struct AdjListNode\* next;

} AdjListNode;

// Structure to represent an adjacency list

typedef struct AdjList {

struct AdjListNode \*head;

} AdjList**;**
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// Structure to represent a graph

typedef struct Graph {

int V;

struct AdjList\* array;

} Graph;

// Function to create a new adjacency list node

AdjListNode\* newAdjListNode(int dest) {

AdjListNode\* newNode = (AdjListNode\*)malloc(sizeof(AdjListNode));

newNode->dest = dest;

newNode->next = NULL;

return newNode;

}

// Function to create a graph with V vertices

Graph\* createGraph(int V) {

Graph\* graph = (Graph\*)malloc(sizeof(Graph));

graph->V = V;

// Create an array of adjacency lists. Size of array will be V

graph->array = (AdjList\*)malloc(V \* sizeof(AdjList));

// Initialize each adjacency list as empty by making head as NULL

for (int i = 0; i < V; ++i)

graph->array[i].head = NULL;

return graph;

}

// Function to add an edge to an undirected graph

void addEdge(Graph\* graph, int src, int dest) {

// Add an edge from src to dest. A new node is added to the adjacency

// list of src. The node is added at the beginning

AdjListNode\* newNode = newAdjListNode(dest);

newNode->next = graph->array[src].head;

graph->array[src].head = newNode;

// Since graph is undirected, add an edge from dest to src also

newNode = newAdjListNode(src);

newNode->next = graph->array[dest].head;

graph->array[dest].head = newNode;

}
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**Program:**

// Function to print the adjacency list representation of graph

void printGraph(Graph\* graph) {

for (int v = 0; v < graph->V; ++v) {

AdjListNode\* pCrawl = graph->array[v].head;

printf("\n Adjacency list of vertex %d\n head ", v);

while (pCrawl) {

printf("-> %d", pCrawl->dest);

pCrawl = pCrawl->next;

}

printf("\n");

}

}

int main() {

// Create the graph given in the above figure

int V = 5;

Graph\* graph = createGraph(V);

addEdge(graph, 0, 1);

addEdge(graph, 0, 4);

addEdge(graph, 1, 2);

addEdge(graph, 1, 3);

addEdge(graph, 1, 4);

addEdge(graph, 2, 3);

addEdge(graph, 3, 4);

// Print the adjacency list representation of the above graph

printGraph(graph);

return 0;

}
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**OUTPUT:**

Adjacency list of vertex 0

head -> 4-> 1

Adjacency list of vertex 1

head -> 4-> 3-> 2-> 0

Adjacency list of vertex 2

head -> 3-> 1

Adjacency list of vertex 3

head -> 4-> 2-> 1

Adjacency list of vertex 4

head -> 3-> 1-> 0

**Result:**

The program successfully creates and prints the adjacency list representation of an undirected graph.
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|  |  |
| --- | --- |
| **Ex. No. : 9.b** | **Date :** |
|  | **BFS Implementation** |
| **Write a function to perform Breadth-First Search on the graph. Start the search from a specified source vertex. Print the visited vertices in BFS order.**  **Aim:**  To implement a function in C to perform Breadth-First Search (BFS) on a graph represented using an adjacency list. The BFS function will start from a specified source vertex and print the visited vertices in BFS order.  **Algorithm:**  Breadth-First Search (BFS)  1. Initialize:  • Create a boolean array visited to keep track of visited vertices.  • Create a queue to manage the vertices to be explored.  2. Start BFS from the source vertex:  • Mark the source vertex as visited and enqueue it.  3. Process the queue:  • While the queue is not empty:  • Dequeue a vertex from the queue and print it.  • Get all adjacent vertices of the dequeued vertex. If an adjacent vertex has not been visited, mark it as visited and enqueue it.  **Program:**  #include <stdio.h>  #include <stdlib.h>  #include <stdbool.h>  // Structure to represent an adjacency list node  typedef struct AdjListNode {  int dest;  struct AdjListNode\* next;  } AdjListNode;  // Structure to represent an adjacency list  typedef struct AdjList {  struct AdjListNode \*head;  } AdjList;  // Structure to represent a graph  typedef struct Graph {  int V;  struct AdjList\* array;  } Graph;  // Function to create a new adjacency list node  AdjListNode\* newAdjListNode(int dest) {  AdjListNode\* newNode = (AdjListNode\*)malloc(sizeof(AdjListNode));  newNode->dest = dest;  newNode->next = NULL;  return newNode;  } | |
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// Function to create a graph with V vertices

Graph\* createGraph(int V) {

Graph\* graph = (Graph\*)malloc(sizeof(Graph));

graph->V = V;

graph->array = (AdjList\*)malloc(V \* sizeof(AdjList));

for (int i = 0; i < V; ++i)

graph->array[i].head = NULL;

return graph;

}

// Function to add an edge to an undirected graph

void addEdge(Graph\* graph, int src, int dest) {

AdjListNode\* newNode = newAdjListNode(dest);

newNode->next = graph->array[src].head;

graph->array[src].head = newNode;

newNode = newAdjListNode(src);

newNode->next = graph->array[dest].head;

graph->array[dest].head = newNode;

}

// Function to perform BFS starting from a given source vertex

void BFS(Graph\* graph, int startVertex) {

// Create a visited array and mark all vertices as not visited

bool \*visited = (bool\*)malloc(graph->V \* sizeof(bool));

for (int i = 0; i < graph->V; i++)

visited[i] = false;

// Create a queue for BFS

int \*queue = (int\*)malloc(graph->V \* sizeof(int));

int front = 0;

int rear = 0;

// Mark the current node as visited and enqueue it

visited[startVertex] = true;

queue[rear++] = startVertex;

while (front < rear) {

// Dequeue a vertex from queue and print it

int currentVertex = queue[front++];

printf("%d ", currentVertex);

// Get all adjacent vertices of the dequeued vertex

AdjListNode\* adjList = graph->array[currentVertex].head;

while (adjList != NULL) {

int adjVertex = adjList->dest;

if (!visited[adjVertex]) {

visited[adjVertex] = true;

queue[rear++] = adjVertex;

}

adjList = adjList->next;
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}

}

free(visited);

free(queue);

}

// Function to print the adjacency list representation of the graph

void printGraph(Graph\* graph) {

for (int v = 0; v < graph->V; ++v) {

AdjListNode\* pCrawl = graph->array[v].head;

printf("\n Adjacency list of vertex %d\n head ", v);

while (pCrawl) {

printf("-> %d", pCrawl->dest);

pCrawl = pCrawl->next;

}

printf("\n");

}

}

int main() {

int V = 5;

Graph\* graph = createGraph(V);

addEdge(graph, 0, 1);

addEdge(graph, 0, 4);

addEdge(graph, 1, 2);

addEdge(graph, 1, 3);

addEdge(graph, 1, 4);

addEdge(graph, 2, 3);

addEdge(graph, 3, 4);

printf("Graph adjacency list:\n");

printGraph(graph);

printf("\nBreadth First Traversal starting from vertex 0:\n");

BFS(graph, 0);

return 0;

}

**Result:**

The program successfully creates a graph using an adjacency list representation and performs Breadth-First Search (BFS) starting from a specified vertex, printing the visited vertices in BFS order.
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|  |  |
| --- | --- |
| **Ex. No. :9.c** | **Date :** |
| **DFS Implementation** | |
| Write a function to perform Depth-First Search on the graph. Start the search from a specified source vertex. Print the visited vertices in DFS order.  **Aim:**  To implement a function in C to perform Depth-First Search (DFS) on a graph represented using an adjacency list. The DFS function will start from a specified source vertex and print the visited vertices in DFS order.  **Algorithm:**  Depth-First Search (DFS)  1. Initialize:  • Create a boolean array visited to keep track of visited vertices.  2. Start DFS from the source vertex:  • Mark the source vertex as visited and print it.  • Recursively visit all adjacent vertices of the current vertex that have not been visited**.**  **Program:**  #include <stdio.h>  #include <stdlib.h>  #include <stdbool.h>  // Structure to represent an adjacency list node  typedef struct AdjListNode {  int dest;  struct AdjListNode\* next;  } AdjListNode;  // Structure to represent an adjacency list  typedef struct AdjList {  struct AdjListNode \*head;  } AdjList; | |
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// Structure to represent a graph

typedef struct Graph {

int V;

struct AdjList\* array;

} Graph;

// Function to create a new adjacency list node

AdjListNode\* newAdjListNode(int dest) {

AdjListNode\* newNode = (AdjListNode\*)malloc(sizeof(AdjListNode));

newNode->dest = dest;

newNode->next = NULL;

return newNode;

}

// Function to create a graph with V vertices

Graph\* createGraph(int V) {

Graph\* graph = (Graph\*)malloc(sizeof(Graph));

graph->V = V;

graph->array = (AdjList\*)malloc(V \* sizeof(AdjList));

for (int i = 0; i < V; ++i)

graph->array[i].head = NULL;

return graph;

}

// Function to add an edge to an undirected graph

void addEdge(Graph\* graph, int src, int dest) {

AdjListNode\* newNode = newAdjListNode(dest);

newNode->next = graph->array[src].head;

graph->array[src].head = newNode;

newNode = newAdjListNode(src);

newNode->next = graph->array[dest].head;

graph->array[dest].head = newNode;

}

// Function to perform DFS from a given vertex

void DFSUtil(Graph\* graph, int v, bool visited[]) {

// Mark the current node as visited and print it

visited[v] = true;

printf("%d ", v);

// Recur for all the vertices adjacent to this vertex

AdjListNode\* adjList = graph->array[v].head;

while (adjList != NULL) {

int adjVertex = adjList->dest;

if (!visited[adjVertex])

DFSUtil(graph, adjVertex, visited);

adjList = adjList->next;

}

}
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// Function to perform DFS starting from a given vertex

void DFS(Graph\* graph, int startVertex) {

// Initialize visited array

bool \*visited = (bool\*)malloc(graph->V \* sizeof(bool));

for (int i = 0; i < graph->V; i++)

visited[i] = false;

// Call the recursive helper function to perform DFS

DFSUtil(graph, startVertex, visited);

free(visited);

}

// Function to print the adjacency list representation of the graph

void printGraph(Graph\* graph) {

for (int v = 0; v < graph->V; ++v) {

AdjListNode\* pCrawl = graph->array[v].head;

**printf("\n Adjacency list of vertex %d\n head ", v);**

**while (pCrawl) {**

**printf("-> %d", pCrawl->dest);**

**pCrawl = pCrawl->next;**

**}**

**printf("\n");**

**}**

**}**

**/**

**int main() {**

**int V = 5;**

**Graph\* graph = createGraph(V);**

**addEdge(graph, 0, 1);**

**addEdge(graph, 0, 4);**

**addEdge(graph, 1, 2);**

**addEdge(graph, 1, 3);**

**addEdge(graph, 1, 4);**

**addEdge(graph, 2, 3);**

**addEdge(graph, 3, 4);**

**printf("Graph adjacency list:\n");**

**printGraph(graph);**

**printf("\nDepth First Traversal starting from vertex 0:\n");**

**DFS(graph, 0);**

**return 0;**

**}**
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**OUTPUT**

**Graph adjacency list:**

**Adjacency list of vertex 0**

**head -> 4-> 1**

**Adjacency list of vertex 1**

**head -> 4-> 3-> 2-> 0**

**Adjacency list of vertex 2**

**head -> 3-> 1**

**Adjacency list of vertex 3**

**head -> 4-> 2-> 1**

**Adjacency list of vertex 4**

**head -> 3-> 1-> 0**

**Depth First Traversal starting from vertex 0:**

**0 1 2 3 4**

**Result:**

**The program successfully creates a graph using an adjacency list representation and performs Depth-First Search (DFS) starting from a specified vertex, printing the visited vertices in DFS order.**
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|  |  |
| --- | --- |
| **Ex. No. :10.a** | **Date :** |
| **Implement a function for linear search** | |
| **Implement a function for linear search that takes an array of integers and a key to search for. Print the index of the key if found, or a message indicating that the key is not present in the array.**  **Aim:**  To implement a function in C for performing a linear search on an array of integers. The function will take an array and a key to search for, and it will print the index of the key if found, or a message indicating that the key is not present in the array.  **Algorithm:**  Linear Search  1. Input:  • An array of integers.  • The key to search for.  2. Process:  • Iterate through each element in the array.  • Compare each element with the key.  • If a match is found, print the index and terminate the search.  • If no match is found by the end of the array, print a message indicating that the key is not present.  3. Output:  • The index of the key if found.  • A message indicating the key is not present if no match is found. | |
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**Program:**

**#include <stdio.h>**

// Function to perform linear search

void linearSearch(int arr[], int size, int key) {

for (int i = 0; i < size; i++) {

if (arr[i] == key) {

printf("Key %d found at index %d\n", key, i);

return;

}

}

printf("Key %d not found in the array\n", key);

}

int main() {

int arr[] = {2, 4, 0, 1, 9, 5, 6};

int size = sizeof(arr) / sizeof(arr[0]);

int key = 5;

printf("Array: ");

for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

linearSearch(arr, size, key);

return 0;

}
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**OUTPUT:**

Array: 2 4 0 1 9 5 6

Key 5 found at index 5

Array: 2 4 0 1 9 5 6

Key 7 not found in the array
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**RESULT:**

The program successfully implements a linear search function and demonstrates its functionality by searching for a key in a given array of integers.
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|  |  |
| --- | --- |
| **Ex. No. :10.b** | **Date :** |
| **Implement a function for binary search** | |
| Implement a function for binary search that takes a sorted array of integers and a key to search for. Print the index of the key if found, or a message indicating that the key is not present in the array.  **Aim:**  To implement a function in C for performing a binary search on a sorted array of integers. The function will take a sorted array and a key to search for, and it will print the index of the key if found, or a message indicating that the key is not present in the array.  **Algorithm:**    Binary Search  1. Input:  • A sorted array of integers.  • The key to search for.  2. Process:  • Initialize two pointers: left to the start of the array and right to the end of the array.  • While left is less than or equal to right:  • Calculate the middle index mid.  • If the element at mid is equal to the key, print the index mid and terminate the search.  • If the element at mid is greater than the key, move the right pointer to mid - 1.  • If the element at mid is less than the key, move the left pointer to mid + 1.  • If the key is not found, print a message indicating that the key is not present.  3. Output:  • The index of the key if found.  • A message indicating the key is not present if no match is found. | |
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**Program:**

#include <stdio.h>

// Function to perform binary search

void binarySearch(int arr[], int size, int key) {

int left = 0;

int right = size - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

// Check if key is present at mid

if (arr[mid] == key) {

printf("Key %d found at index %d\n", key, mid);

return;

}

// If key greater, ignore left half

if (arr[mid] < key) {

left = mid + 1;

}

// If key is smaller, ignore right half

else {

right = mid - 1;
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**Program:**

**}**

**}**

// If we reach here, the element was not present

printf("Key %d not found in the array\n", key);

}

int main() {

int arr[] = {1, 2, 3, 4, 5, 6, 7, 8, 9};

int size = sizeof(arr) / sizeof(arr[0]);

int key = 5;

printf("Sorted array: ");

for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

binarySearch(arr, size, key);

return 0;

}
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**OUTPUT:**
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**Sorted array: 1 2 3 4 5 6 7 8 9**

**Key 5 found at index 4**

**Sorted array: 1 2 3 4 5 6 7 8 9**

**Key 10 not found in the array**
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**Result:**

The program successfully implements a binary search function and demonstrates its functionality by searching for a key in a given sorted array of integers.
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**Ex. No. : 11 Date :**

### Priority Interview

**Write a C p r o g r a m t o t a k e n n u m b e r s a n d s o r t t h e n u m b e r s i n a s c e n d i n g o r d e r . T r y t o i m p l e m e n t t h e s a m e u s i n g f o l l o w i n g s o r t i n g t e c h n i q u e s .**

**1. Quick Sort**

**2. Merge Sort**

**3. Bubble Sort**

**Aim:**

To implement a C program that takes n numbers from the user and sorts them in ascending order using three different sorting techniques: Quick Sort, Merge Sort, and Bubble Sort.

**Algorithm:**

Quick Sort

1. Partition:

• Choose a pivot element from the array.

• Rearrange the elements such that elements less than the pivot are on the left, and elements greater than the pivot are on the right.

2. Recursive Sort:

• Recursively apply the partition process to the sub-arrays formed by partitioning.

Merge Sort

1. Divide:

• Divide the array into two halves.

2. Conquer:

• Recursively sort the two halves.

3. Combine:

• Merge the two sorted halves to produce the sorted array.

Bubble Sort

1. Iterate:

• Repeatedly step through the array.

2. Compare and Swap:

• Compare adjacent elements and swap them if they are in the wrong order.

3. Repeat:

• Continue the process until no more swaps are needed.
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**Program:**

#include <stdio.h>

#include <stdlib.h>

// Function prototypes

void quickSort(int arr[], int low, int high);

int partition(int arr[], int low, int high);

void mergeSort(int arr[], int left, int right);

void merge(int arr[], int left, int mid, int right);

void bubbleSort(int arr[], int n);

void printArray(int arr[], int size);

// Main function

int main() {

int n, choice;

printf("Enter the number of elements: ");

scanf("%d", &n);

int arr[n];

printf("Enter the elements: ");

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

printf("Choose sorting technique:\n");

printf("1. Quick Sort\n2. Merge Sort\n3. Bubble Sort\n");

scanf("%d", &choice);

switch(choice) {

case 1:

quickSort(arr, 0, n - 1);

printf("Sorted array using Quick Sort: ");

break;

case 2:

mergeSort(arr, 0, n - 1);

printf("Sorted array using Merge Sort: ");

break;

case 3:

bubbleSort(arr, n);

printf("Sorted array using Bubble Sort: ");

break;

default:

printf("Invalid choice!\n");

return 1;

}
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printArray(arr, n);

return 0;

}

// Quick Sort

void quickSort(int arr[], int low, int high) {

if (low < high) {

int pi = partition(arr, low, high);

quickSort(arr, low, pi - 1);

quickSort(arr, pi + 1, high);

}

}

int partition(int arr[], int low, int high) {

int pivot = arr[high];

int i = (low - 1);

for (int j = low; j < high; j++) {

if (arr[j] <= pivot) {

i++;

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

int temp = arr[i + 1];

arr[i + 1] = arr[high];

arr[high] = temp;

return (i + 1);

}

// Merge Sort

void mergeSort(int arr[], int left, int right) {

if (left < right) {

int mid = left + (right - left) / 2;

mergeSort(arr, left, mid);

mergeSort(arr, mid + 1, right);

merge(arr, left, mid, right);

}

}

void merge(int arr[], int left, int mid, int right) {

int n1 = mid - left + 1;

int n2 = right - mid;

int L[n1], R[n2];

for (int i = 0; i < n1; i++)

L[i] = arr[left + i];

for (int j = 0; j < n2; j++)

R[j] = arr[mid + 1 + j];
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int i = 0, j = 0, k = left;

while (i < n1 && j < n2) {

if (L[i] <= R[j]) {

arr[k] = L[i];

i++;

} else {

arr[k] = R[j];

j++;

}

k++;

}

while (i < n1) {

arr[k] = L[i];

i++;

k++;

}

while (j < n2) {

arr[k] = R[j];

j++;

k++;

}

}

// Bubble Sort

void bubbleSort(int arr[], int n) {

for (int i = 0; i < n-1; i++) {

for (int j = 0; j < n-i-1; j++) {

if (arr[j] > arr[j+1]) {

int temp = arr[j];

arr[j] = arr[j+1];

arr[j+1] = temp;

}

}

}

}

// Function to print the array

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}
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**OUTPUT:**

**Enter the number of elements: 5**

**Enter the elements: 5 2 9 1 5**

**Choose sorting technique:**

**1. Quick Sort**

**2. Merge Sort**

**3. Bubble Sort**

**1**

**Sorted array using Quick Sort: 1 2 5 5 9**

**Enter the number of elements: 5**

**Enter the elements: 5 2 9 1 5**

**Choose sorting technique:**

**1. Quick Sort**

**2. Merge Sort**

**3. Bubble Sort**

**2**

**Sorted array using Merge Sort: 1 2 5 5 9**

**Result:**

The program successfully sorts the array using the chosen sorting technique and prints the sorted array.
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**Ex. No. :12 Date :**

**I m p l e m e n t a t i o n of H a s h i n g T e c h n i q u e s**

**Write a C p r o g r a m t o c r e a t e a h a s h t a b l e a n d p e r f o r m c o l l i s i o n r e s o l u t i o n u s i n g t h e f o l l o w i n g t e c h n i q u e s .**

* 1. **O p e n a d d r e s s i n g**
  2. **C l o s e d A d d r e s s i n g**
  3. **R e h a s h i n g**

**Aim:**

To implement a function in C for performing a binary search on a sorted array of integers. The function will take a sorted array and a key to search for, and it will print the index of the key if found, or a message indicating that the key is not present in the array.

**Algorithm:**

To create a C program that implements a hash table and performs collision resolution using the following techniques:

1. Open Addressing

2. Closed Addressing (Chaining)

3. Rehashing

Algorithm

Open Addressing

1. Hash Function:

• Use a hash function to determine the initial index.

2. Probe Sequence:

• Use linear probing, quadratic probing, or double hashing to resolve collisions.

Closed Addressing (Chaining)

1. Hash Function:

• Use a hash function to determine the initial index.

2. Linked List:

• Use a linked list at each index to handle collisions.

Rehashing

1. Initial Hash Function:

• Use a hash function to determine the initial index.

2. Rehash:

• When the load factor exceeds a threshold, create a larger table and rehash all existing elements.
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**Program:**

#include <stdio.h>

#include <stdlib.h>

#define TABLE\_SIZE 10

#define LOAD\_FACTOR\_THRESHOLD 0.7

// Open Addressing - Linear Probing

void insertLinearProbing(int table[], int size, int key) {

int hash = key % size;

int originalHash = hash;

while (table[hash] != -1) {

hash = (hash + 1) % size;

if (hash == originalHash) {

printf("Table is full!\n");

return;

}

}

table[hash] = key;

}

int searchLinearProbing(int table[], int size, int key) {

int hash = key % size;

int originalHash = hash;

while (table[hash] != -1) {

if (table[hash] == key)

return hash;

hash = (hash + 1) % size;

if (hash == originalHash)

break;

}

return -1;

}

// Closed Addressing (Chaining)

typedef struct Node {

int key;

struct Node\* next;

} Node;

void insertChaining(Node\* table[], int size, int key) {

int hash = key % size;

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->key = key;

newNode->next = table[hash];

table[hash] = newNode;

}
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int searchChaining(Node\* table[], int size, int key) {

int hash = key % size;

Node\* temp = table[hash];

while (temp) {

if (temp->key == key)

return hash;

temp = temp->next;

}

return -1;

}

// Rehashing

typedef struct {

int\* table;

int size;

int count;

} HashTable;

HashTable\* createHashTable(int size) {

HashTable\* ht = (HashTable\*)malloc(sizeof(HashTable));

ht->table = (int\*)malloc(size \* sizeof(int));

for (int i = 0; i < size; i++) {

ht->table[i] = -1;

}

ht->size = size;

ht->count = 0;

return ht;

}

void rehash(HashTable\* ht) {

int oldSize = ht->size;

int\* oldTable = ht->table;

ht->size \*= 2;

ht->table = (int\*)malloc(ht->size \* sizeof(int));

for (int i = 0; i < ht->size; i++) {

ht->table[i] = -1;

}

ht->count = 0;

for (int i = 0; i < oldSize; i++) {

if (oldTable[i] != -1) {

insertLinearProbing(ht->table, ht->size, oldTable[i]);

ht->count++;

}
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}

free(oldTable);

}

void insertRehashing(HashTable\* ht, int key) {

if ((float)ht->count / ht->size > LOAD\_FACTOR\_THRESHOLD) {

rehash(ht);

}

insertLinearProbing(ht->table, ht->size, key);

ht->count++;

}

int searchRehashing(HashTable\* ht, int key) {

return searchLinearProbing(ht->table, ht->size, key);

}

// Print functions

void printTable(int table[], int size) {

for (int i = 0; i < size; i++) {

printf("%d ", table[i]);

}

printf("\n");

}

void printChainingTable(Node\* table[], int size) {

for (int i = 0; i < size; i++) {

printf("[%d] -> ", i);

Node\* temp = table[i];

while (temp) {

printf("%d -> ", temp->key);

temp = temp->next;

}

printf("NULL\n");

}

}

// Main function

int main() {

int choice, key, result;

int table[TABLE\_SIZE];

for (int i = 0; i < TABLE\_SIZE; i++) {

table[i] = -1;

}
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Node\* chainingTable[TABLE\_SIZE] = { NULL };

HashTable\* rehashingTable = createHashTable(TABLE\_SIZE);

printf("Choose collision resolution technique:\n");

printf("1. Open Addressing (Linear Probing)\n");

printf("2. Closed Addressing (Chaining)\n");

printf("3. Rehashing\n");

scanf("%d", &choice);

switch (choice) {

case 1:

printf("Open Addressing (Linear Probing):\n");

insertLinearProbing(table, TABLE\_SIZE, 10);

insertLinearProbing(table, TABLE\_SIZE, 20);

insertLinearProbing(table, TABLE\_SIZE, 30);

printTable(table, TABLE\_SIZE);

result = searchLinearProbing(table, TABLE\_SIZE, 20);

printf("Key 20 found at index %d\n", result);

break;

case 2:

printf("Closed Addressing (Chaining):\n");

insertChaining(chainingTable, TABLE\_SIZE, 10);

insertChaining(chainingTable, TABLE\_SIZE, 20);

insertChaining(chainingTable, TABLE\_SIZE, 30);

printChainingTable(chainingTable, TABLE\_SIZE);

result = searchChaining(chainingTable, TABLE\_SIZE, 20);

printf("Key 20 found at index %d\n", result);

break;

case 3:

printf("Rehashing:\n");

insertRehashing(rehashingTable, 10);

insertRehashing(rehashingTable, 20);

insertRehashing(rehashingTable, 30);

printTable(rehashingTable->table, rehashingTable->size);

result = searchRehashing(rehashingTable, 20);

printf("Key 20 found at index %d\n", result);

break;

default:

printf("Invalid choice!\n");

break;

}

return 0;

}
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**OUTPUT:**

Choose collision resolution technique:

1. Open Addressing (Linear Probing)

2. Closed Addressing (Chaining)

3. Rehashing

1

Open Addressing (Linear Probing):

10 -1 -1 -1 -1 -1 -1 -1 -1 -1

20 -1 -1 -1 -1 -1 -1 -1 -1 -1

30 -1 -1 -1 -1 -1 -1 -1 -1 -1

Key 20 found at index 1

Choose collision resolution technique:

1. Open Addressing (Linear Probing)

2. Closed Addressing (Chaining)

3. Rehashing

2

Closed Addressing (Chaining):

[0] -> NULL

[1] -> NULL

[2] -> NULL

[3] -> NULL

[4] -> NULL

[5] -> NULL

[6] -> NULL

[7] -> NULL

[8] -> NULL

[9] -> 30 -> 20 -> 10 -> NULL

Key 20 found at index 9

Choose collision resolution technique:

1. Open Addressing (Linear Probing)

2. Closed Addressing (Chaining)

3. Rehashing

3

Rehashing:

10 -1 -1 -1 -1 -1 -1 -1 -1 -1

20 -1 -1 -1 -1 -1 -1 -1 -1 -1

30 -1 -1 -1 -1 -1 -1 -1 -1 -1

Key 20 found at index 1

### Result:

### The program successfully implements a hash table with three different collision resolution techniques and demonstrates their functionality.
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**Mini Projects**
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|  |  |
| --- | --- |
| **Ex. No. :13** | **Date :** |
| **Mini Projects** |  |
| Mini Projects   * Snakes Game * Sudoku * Travel Planner * Cash Flow Minimiser Text Editor Cut, Copy, Paste   **AIM:**  To create a C program that implements a hash table and performs collision resolution using the following techniques:  1. Open Addressing  2. Closed Addressing (Chaining)  3. Rehashing  Algorithm  Open Addressing  1. Hash Function:  • Use a hash function to determine the initial index.  2. Probe Sequence:  • Use linear probing, quadratic probing, or double hashing to resolve collisions.  Closed Addressing (Chaining)  1. Hash Function:  • Use a hash function to determine the initial index.  2. Linked List:  • Use a linked list at each index to handle collisions.  Rehashing  1. Initial Hash Function:  • Use a hash function to determine the initial index.  2. Rehash:  • When the load factor exceeds a threshold, create a larger table and rehash all existing element. |  |
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**Program:**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <string.h>**

**#define TABLE\_SIZE 10**

**#define LOAD\_FACTOR\_THRESHOLD 0.7**

**typedef struct {**

**int key;**

**int value;**

**} HashItem;**

**// Hash Function**

**unsigned int hashFunction(int key) {**

**return key % TABLE\_SIZE;**

**}**

**// Open Addressing**

**typedef struct {**

**HashItem\* table[TABLE\_SIZE];**

**} OpenAddressingHashTable;**

**void initOpenAddressingTable(OpenAddressingHashTable\* hashTable) {**

**for (int i = 0; i < TABLE\_SIZE; i++) {**

**hashTable->table[i] = NULL;**

**}**

**}**

**void insertOpenAddressing(OpenAddressingHashTable\* hashTable, int key, int value) {**

**unsigned int hashIndex = hashFunction(key);**

**while (hashTable->table[hashIndex] != NULL) {**

**hashIndex = (hashIndex + 1) % TABLE\_SIZE;**

**}**

**hashTable->table[hashIndex] = (HashItem\*)malloc(sizeof(HashItem));**

**hashTable->table[hashIndex]->key = key;**

**hashTable->table[hashIndex]->value = value;**

**}**
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**HashItem\* searchOpenAddressing(OpenAddressingHashTable\* hashTable, int key) {**

**unsigned int hashIndex = hashFunction(key);**

**while (hashTable->table[hashIndex] != NULL) {**

**if (hashTable->table[hashIndex]->key == key) {**

**return hashTable->table[hashIndex];**

**}**

**hashIndex = (hashIndex + 1) % TABLE\_SIZE;**

**}**

**return NULL;**

**}**

**// Closed Addressing (Chaining)**

**typedef struct ListNode {**

**int key;**

**int value;**

**struct ListNode\* next;**

**} ListNode;**

**typedef struct {**

**ListNode\* table[TABLE\_SIZE];**

**} ChainingHashTable;**

**void initChainingTable(ChainingHashTable\* hashTable) {**

**for (int i = 0; i < TABLE\_SIZE; i++) {**

**hashTable->table[i] = NULL;**

**}**

**}**

**void insertChaining(ChainingHashTable\* hashTable, int key, int value) {**

**unsigned int hashIndex = hashFunction(key);**

**ListNode\* newNode = (ListNode\*)malloc(sizeof(ListNode));**

**newNode->key = key;**

**newNode->value = value;**

**newNode->next = hashTable->table[hashIndex];**

**hashTable->table[hashIndex] = newNode;**

**}**
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**ListNode\* searchChaining(ChainingHashTable\* hashTable, int key) {**

**unsigned int hashIndex = hashFunction(key);**

**ListNode\* currentNode = hashTable->table[hashIndex];**

**while (currentNode != NULL) {**

**if (currentNode->key == key) {**

**return currentNode;**

**}**

**currentNode = currentNode->next;**

**}**

**return NULL;**

**}**

**// Rehashing**

**typedef struct {**

**HashItem\*\* table;**

**int size;**

**int count;**

**} RehashingHashTable;**

**RehashingHashTable\* createRehashingTable(int size) {**

**RehashingHashTable\* hashTable = (RehashingHashTable\*)malloc(sizeof(RehashingHashTable));**

**hashTable->size = size;**

**hashTable->count = 0;**

**hashTable->table = (HashItem\*\*)malloc(sizeof(HashItem\*) \* size);**

**for (int i = 0; i < size; i++) {**

**hashTable->table[i] = NULL;**

**}**

**return hashTable;**

**}**

**unsigned int rehashingHashFunction(int key, int size) {**

**return key % size;**

**}**
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**void rehash(RehashingHashTable\* hashTable) {**

**int oldSize = hashTable->size;**

**HashItem\*\* oldTable = hashTable->table;**

**hashTable->size \*= 2;**

**hashTable->count = 0;**

**hashTable->table = (HashItem\*\*)malloc(sizeof(HashItem\*) \* hashTable->size);**

**for (int i = 0; i < hashTable->size; i++) {**

**hashTable->table[i] = NULL;**

**}**

**for (int i = 0; i < oldSize; i++) {**

**if (oldTable[i] != NULL) {**

**insertRehashing(hashTable, oldTable[i]->key, oldTable[i]->value);**

**free(oldTable[i]);**

**}**

**}**

**free(oldTable);**

**}**

**void insertRehashing(RehashingHashTable\* hashTable, int key, int value) {**

**if ((float)hashTable->count / hashTable->size >= LOAD\_FACTOR\_THRESHOLD) {**

**rehash(hashTable);**

**}**

**unsigned int hashIndex = rehashingHashFunction(key, hashTable->size);**

**while (hashTable->table[hashIndex] != NULL) {**

**hashIndex = (hashIndex + 1) % hashTable->size;**

**}**

**hashTable->table[hashIndex] = (HashItem\*)malloc(sizeof(HashItem));**

**hashTable->table[hashIndex]->key = key;**

**hashTable->table[hashIndex]->value = value;**

**hashTable->count++;**

**}**

**HashItem\* searchRehashing(RehashingHashTable\* hashTable, int key) {**

**unsigned int hashIndex = rehashingHashFunction(key, hashTable->size);**

**while (hashTable->table[hashIndex] != NULL) {**

**if (hashTable->table[hashIndex]->key == key) {**

**return hashTable->table[hashIndex];**

**}**

**hashIndex = (hashIndex + 1) % hashTable->size;**

**}**

**return NULL;**

**}**

**// Main Function**

**int main() {**

**// Open Addressing**

**OpenAddressingHashTable oaTable;**

**initOpenAddressingTable(&oaTable);**

**insertOpenAddressing(&oaTable, 1, 10);**

**insertOpenAddressing(&oaTable, 11, 20);**

**HashItem\* oaItem = searchOpenAddressing(&oaTable, 11);**

**if (oaItem) {**

**printf("Open Addressing: Key: %d, Value: %d\n", oaItem->key, oaItem->value);**

**} else {**

**printf("Open Addressing: Key not found\n");**

**}**

**// Chaining**

**ChainingHashTable cTable;**

**initChainingTable(&cTable);**

**insertChaining(&cTable, 1, 10);**

**insertChaining(&cTable, 11, 20);**

**ListNode\* cItem = searchChaining(&cTable, 11);**

**if (cItem) {**

**printf("Chaining: Key: %d, Value: %d\n", cItem->key, cItem->value);**

**} else {**

**printf("Chaining: Key not found\n");**

**}**
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**// Rehashing**

**RehashingHashTable\* rTable = createRehashingTable(TABLE\_SIZE);**

**insertRehashing(rTable, 1, 10);**

**insertRehashing(rTable, 11, 20);**

**HashItem\* rItem = searchRehashing(rTable, 11);**

**if (rItem) {**

**printf("Rehashing: Key: %d, Value: %d\n", rItem->key, rItem->value);**

**} else {**

**printf("Rehashing: Key not found\n");**

**}**

**return 0;**

**}**

**Output :**

(1, 10)

(11, 20)

(21, 30)

Key not found

**Github: https://github.com/Subhu-1512**